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Abstract of the Dissertation Proposal
Understanding and Optimizing Tiered Memory and Storage Systems
by
Tyler Estro

Doctor of Philosophy

in
Computer Science
Stony Brook University

January 2026

Tiered memory and storage systems have become increasingly complex, com-
bining heterogeneous devices across multiple layers to balance performance and
cost. They underpin critical infrastructure, from operating system page caches
and database buffers to large-scale Al training pipelines. These systems expose
a vast configuration space, as many configurable parameters and design choices
compound across tiers. As hierarchies deepen and workloads diversify, identify-
ing optimal configurations has become both essential and increasingly difficult.
Compute Express Link (CXL) further amplifies this challenge by adding a shared,
byte-addressable memory tier accessible by multiple hosts, expanding the tiering
space and requiring new techniques to effectively exploit it.

This thesis proposal has three thrusts. In the first thrust, we examined cache
analysis trends and found that many techniques focus primarily on performance,
analyze tiers in isolation, and overlook cost-performance trade-offs. To address
these limitations, we implemented a multi-tier cache simulator that evaluates con-
figurations across a broad range of parameters. Simulations on real-world traces
revealed that cost-aware, multi-tier analysis can overturn common assumptions
about device choice, hierarchy complexity, and policy effectiveness.

In the second thrust, we developed methods for efficiently exploring large
tiered storage and memory configuration spaces. We designed a multi-stage frame-
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work for analyzing cache miss-ratio curves that combines hash-based sampling,
curve simplification, and knee detection, including a novel multi-knee detection
technique “Z-Method”. To further support this exploration, we developed ad-
vanced interactive visualization techniques for analyzing large, high-dimensional
configuration spaces. Lastly, we developed statistical performance models based
on distribution fitting to better characterize and predict storage workload behavior.

In the third thrust, we propose two methods that apply CXL-based tiering to
improve live virtual machine migration. The first method copies and transparently
remaps guest memory to a shared memory device in a single pass, eliminating the
need for dirty page tracking and retransmission. The second method partitions
guest memory between DRAM and shared memory so that only DRAM-resident
memory requires transfer. Together, these approaches aim to reduce migration
time, blackout duration, and total data transferred compared to traditional migra-
tion methods.

It is our thesis that tiered memory and storage systems expose a vast configu-
ration space with the potential for significant performance and cost optimizations.
Fully realizing these benefits requires efficient techniques for both exploring and
exploiting this space, particularly as the introduction of CXL shared memory adds
new and powerful opportunities for tiering.
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Chapter 1

Introduction

Modern storage and memory hierarchies have become increasingly complex, form-
ing multi-tier systems comprising heterogeneous devices in a wide range of topolo-
gies. From operating system page caches to large-scale distributed systems, tier-
ing is employed to improve performance while reducing total cost of ownership
(TCO). Cloud providers often dynamically reconfigure memory and storage hier-
archies to meet service-level objectives (SLOs), balance loads, or in response to
hardware faults [164, 72, 49, 27, 28]. The configuration space for tiering sys-
tems is vast, spanning device types, number of tiers, tier capacities, and tier-
ing management policies, each with tunable parameters that influence perfor-
mance and cost [38]. To navigate this space effectively, techniques must be
efficient in (i) identifying high-quality configurations and (ii) adapting quickly
to changing locality and reuse behavior as workload access patterns vary over
time [121, 147, 116, 10, 24, 152]. Within this evolving landscape, Compute Ex-
press Link (CXL) introduces a cache-coherent interconnect that allows multiple
hosts to access a shared, byte-addressable memory tier [45]. CXL significantly
complicates the tiering space by introducing this fundamentally new paradigm
while enabling novel techniques to exploit its potential.

This work addresses two distinct challenges of tiering. The first is the efficient
exploration of the complex design space in tiered systems to identify optimal con-
figurations. The second is the effective implementation of tiering to fully realize
its benefits in modern systems. Addressing both challenges is essential for achiev-
ing high performance while maintaining cost efficiency.

In the first thrust, to address the challenge of efficiently exploring the complex
design space in tiered systems, we examined cache analysis trends and identified
key limitations in existing evaluation techniques [38]. We found that past tech-
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niques often focused solely on performance, analyzed tiers in isolation, and ig-
nored trade-offs such as cost versus performance. Current cache simulators were
similarly restrictive, supporting only fixed hierarchies and limited metrics. We ad-
dressed these gaps by extending PyMimircache [155] to create a general n-level
cache simulator capable of modeling arbitrary hierarchies, capturing both perfor-
mance and cost, and enabling the analysis of trade-offs across multiple metrics.
We uncovered surprising insights through simulations using real-world traces:
(a) when total cost was held constant, lower-priced DRAM outperformed high-
end DRAM by providing greater capacity; (b) aging SSDs reduced performance
enough to favor simpler designs; and (c) write-back policies delivered up to 6 X
the throughput of write-through on identical hardware.

In the second thrust, we further addressed the challenge of efficient explo-
ration by developing a framework to efficiently characterize multi-tier caches [37].
Miss-ratio curves (MRCs) are common analysis tools for evaluating cache perfor-
mance, but generating them at fine granularity for every tier and configuration can
be prohibitively expensive. Our approach focuses on identifying knee points in
MRCs, where a small increase in cache size yields a disproportionately large drop
in miss ratios, indicating promising candidates for further evaluation. The frame-
work applies hash-based sampling [141], curve simplification [110], and adapts
any single-knee detection algorithm to find multiple knee points [8, 117, 129]. In
addition, we introduced a novel multi-knee detection algorithm, called Z-Method,
that employs statistical outlier detection to identify points robustly and efficiently.
We evaluated our framework using 106 diverse real-world workloads, and were
able to reduce the number of simulations needed to find optimal two-tier hierar-
chies by 5.5x for ARC and 7.7 x for LRU. We also applied our framework to seed
the initial population of evolutionary algorithms that we used to optimize multi-
tier cache configurations, achieving an overall convergence-acceleration rate of
34% across a broad range of configurations and datasets [37].

To further support exploration, we developed a set of advanced interactive
visualizations designed to help analysts interpret large, high-dimensional config-
uration spaces. First, we created an interactive configuration explorer that allows
users to examine how categorical design choices influence system behavior and to
compare competing configuration families through guided visual analysis [132].
Second, we built a parallel-coordinate axes-reordering framework that enables
users to uncover structural patterns and relationships across configuration param-
eters by automatically arranging axes to emphasize informative pairings [133].
Lastly, we introduced an empty-space analysis technique that identifies promis-
ing, previously unsampled configurations by detecting sparsely populated gaps in
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the design space that may contain high-value alternatives [163].

In addition to these visualization tools, we developed statistical models that
apply distribution fitting to characterize storage workload behavior [140]. Through
an extensive evaluation of real-world traces, we found that the two-phase Hyper-
exponential provides the best empirical fit to storage workload distributions. This
result enables substantially more accurate queuing models that provide perfor-
mance predictions for cache and storage hierarchies.

In our third thrust, to address the challenge of effectively implementing tiering
in modern systems, we propose to apply tiering to live virtual machine (VM) mi-
gration using CXL. Unlike traditional migration approaches that rely on repeated
memory transfers and dirty page tracking [29], CXL enables multiple hosts to di-
rectly access the same byte-addressable memory region. We explore two designs:
(1) a CXL-based migration mechanism that eliminates dirty tracking entirely and
(2) a tiered-memory approach that reduces migration cost by placing part of the
VM’s memory in shared CXL space. Both approaches aim to reduce total mi-
gration time, blackout duration, and data movement compared to state-of-the-art
techniques such as RDMA.

The first proposal of this thesis is a new CXL-based migration mechanism im-
plemented in QEMU. In this approach, the source machine performs a one-time
copy of the VM’s memory from local DRAM into CXL memory while the VM
continues executing. After each page is copied to CXL, the hypervisor transpar-
ently remaps the guest’s physical address pointer to point to CXL memory. As a
result, all subsequent VM writes transparently go directly to CXL, and there is no
need to track dirty pages. This eliminates the complexity and performance penalty
of traditional dirty tracking mechanisms. Once all pages have been transferred to
CXL, the destination host resumes the VM immediately from shared CXL mem-
ory, without waiting for memory to be copied to its local DRAM. From there, the
destination may choose to migrate memory lazily into DRAM for performance,
or continue executing from CXL.

The second proposal of this thesis is to implement memory tiering and the mi-
gration of tiered memory within QEMU. In this model, the guest VM’s memory
is split between local DRAM and a shared CXL device. Since the CXL mem-
ory is shared and visible to both hosts, pages that reside in CXL require no data
movement during migration. Only the portion of memory that is located in local
DRAM must be transferred. This significant reduction in data movement directly
translates to a much shorter total migration time. We also plan to evaluate hybrid
methods, where local memory is migrated using traditional methods such as TCP
or RDMA—to explore if there are scenarios where this is more optimal than pure
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CXL-based migration.

It is our thesis that tiered storage and memory systems expose a vast configu-
ration space with the potential for significant performance and cost optimizations.
Fully realizing these benefits requires efficient techniques for exploring and ex-
ploiting this space, particularly as the introduction of CXL shared memory and
tiering adds new and powerful opportunities for tiering.

The rest of this thesis proposal is organized as follows: Chapter 2 provides
additional background on live migration, RDMA, CXL, as well as motivation
for this work. Chapter 3 reviews prior work relevant to live VM migration and
CXL. Chapter 4 examines cache analysis techniques and introduces our multi-tier
cache simulator. Chapter 5 presents our work on accelerating multi-tier storage
cache simulations using knee detection. Chapter 6 presents interactive visualiza-
tion tools and workload modeling techniques that support exploring and analyzing
complex system design spaces. Chapter 7 presents our proposed work on CXL-
based migration and tiered migration. Chapter 8 discusses future work outside
of the scope of this thesis. Chapter 9 concludes the proposal and outlines future
research directions. Chapter 10 acknowledges the contributions of collaborators,
institutional support, and funding agencies.



Chapter 2

Background and Motivation

In this chapter, we provide background information relevant to live VM migra-
tion and describe our vision and motivations for applying CXL-based tiering to
migration. We begin by describing the different live VM migration techniques.
Then we give some background on RDMA and discuss how it is used for live VM
migration. Lastly, we provide some background on CXL.

2.1 Live VM Migration Overview

Live VM migration involves transferring the VM state from the source machine
to the target machine. Much of this state is the contents of the VM’s memory
pages, which presents two main problems: (1) increasing memory sizes mean an
increasingly large amount of data must be transferred to the target host, and (2)
as the VM continues running, the memory contents at the source host continue to
change. There are three primary paradigms for live-VM migration that have been
developed to mitigate these issues: pre-copy, post-copy, and hybrid—described
next.

The pre-copy technique comprises three phases. In the first phase, all of the
VM’s memory pages are copied to the target machine while the VM continues
to run on the source host. Pages can be dirtied by the workload on the source
host during this time because the VM is still active. The second phase iteratively
copies the dirtied pages until a stopping condition is met. The final stop-and-copy
phase begins when this condition is met; the VM is paused on the source host,
all remaining pages are copied to the target machine, and the hypervisor resumes
VM execution on the target.
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The post-copy technique takes the opposite approach. The minimum VM state
required to resume execution is first copied to the target machine, and then VM
execution is immediately resumed on the target without copying over any memory
pages. Memory is then handled using demand paging, where page faults require
transmission from the source machine. Several optimizations have been proposed
to reduce the number of page faults, including active push, pre-paging, and Dy-
namic self-ballooning [26].

The third technique is a hybrid that combines both pre- and post-copy meth-
ods. The pre-copy portion runs for a single round, rather than the iterative ap-
proach used in traditional pre-copy. Some versions of this technique only copy
over a fraction of the memory and storage, such as adaptive live VM migra-
tion [161]. After the pre-copy phase, the minimal VM state is copied to the target
machine and VM execution is immediately resumed. Finally, the rest of the mem-
ory pages are handled using demand paging as in traditional post-copy.

All of the existing migration techniques have significant CPU, memory, stor-
age, and network overheads. The migration process heavily degrades the perfor-
mance of guest workloads and adversely affects the efficiency of the data cen-
ter [26]. The overheads are typically classified as either blackout or brownout
phases. A blackout phase occurs during traditional pre-copy, where VM execu-
tion is halted as the last dirty pages are copied over. A brownout phase refers to the
time during migration while the VM is still active and performance is degraded.
Brownout phases are particularly problematic, as they can significantly degrade
performance for multiple minutes.

2.2 Remote Direct Memory Access (RDMA)

RDMA allows data to be transferred directly between the memory of two ma-
chines over a network without involving their operating systems or CPUs. RDMA
provides low latency and high throughput by bypassing the CPU, making it ideal
for applications requiring rapid access to remote memory, such as distributed
databases, big data analytics, and cloud services. While this technology offers
tangible benefits, RDMA still has at least three architectural limitations.

The first challenge with RDMA is the complexity and overhead of its memory
management protocols. Before using memory for RDMA operations, each ma-
chine must register that memory with their RDMA NICs (RNICs) as an RDMA
“memory region” (MR). During registration, the operating system reserves physi-
cal memory and ensures that the memory pages in their MRs are “pinned.” Mem-
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Figure 2.1: A high-level overview of data movement over RDMA. Data is first
copied from the source machine’s application buffer to its RDMA memory region
(MR). Next, the source machine’s RNIC transfers the memory from its DRAM to
a PCle channel utilizing DMA. The RNIC driver then converts the transaction to
the appropriate network protocol (e.g., InfiniBand). The data is then transferred
over the network to the target machine, where all previous steps are executed in
the reverse order until the data reaches the target machine’s application buffer.

ory pinning involves locking memory pages in physical memory so they cannot
be swapped out by the operating system, ensuring the RNICs can reliably ac-
cess them. Registration also involves translating virtual addresses to physical ad-
dresses and then registering them with the RNIC. Depending on the size and frag-
mentation of the memory, this registration process can take from microseconds
to milliseconds, involving system calls and coordination between the CPU, OS,
and hardware [96]. Frequent pinning introduces significant latency and increased
CPU usage, greatly reducing the benefits of RDMA [76]. When an application is
done with the MR, that region can be deregistered.

Several techniques have been developed to reduce the overhead of RDMA
registration and deregistration, but also come with their own disadvantages and
have limited applications [154]. For example, a commonly used technique is to
pre-allocate and reuse MRs [76, 111, 150, 83]. Reusing MRs improves the overall
performance of RDMA by avoiding de/registration overheads, but requires redun-
dant data copies in the DRAM of both machines—thus adding some overhead and
complexity. This is because data need to be copied from their original location on
the source machine into a pre-allocated MR, and then from a pre-allocated MR on
the target machine to its final destination.

The second RDMA issue is the inefficiency of data movement over RDMA.
Figure 2.1 depicts a high-level overview of an RDMA operation using pre-allocated
MRs on both machines. Three main issues contribute to the inefficiency: First, the
data must be copied between the application buffers and MRs of both machines,
resulting in redundant data and the overhead of the copy. Next, RDMA utilizes
efficient DMA to transfer data to and from DRAM, but this requires at least two



CHAPTER 2. BACKGROUND AND MOTIVATION

DMA transfers because transfers need to be performed by both RNICs. Lastly,
transfers between PCle-attached RNICs take place over a high-speed network
(e.g., InfiniBand), introducing additional overheads from the required protocol/in-
terface changes [45].

The third issue is that RDMA requires additional hardware and potential in-
frastructure changes. The initial investment of adopting RDMA can be prohibitively
expensive due to the need for specialized RNICs and lossless network infrastruc-
ture [97]. While RDMA is often promoted for its low latency and reduced CPU
usage, it still imposes some processing overhead and struggles with congestion
control. Many of these challenges are addressed by using smart RNICs, which
offload tasks from the CPU and optimize data flow. However, these advanced
RNICs can even further increase costs, with prices reaching up to 5.7X more than
commodity RNICs [112]. Integrating RDMA into existing infrastructures may
also involve replacing traditional Ethernet networks, requiring significant system
modifications. These investments make it challenging to identify appropriate ap-
plications and design systems that properly leverage RDMA performance gains to
justify the initial expenses [103, 55, 48].

2.3 Compute Express Link (CXL)

Compute Express Link (CXL) is an open, industry-supported interconnect stan-
dard designed to provide high-performance, cache-coherent memory access be-
tween processors, memory expansion devices, and accelerators such as GPUs and
FPGAs. CXL reduces overall system costs, simplifies software development,
and minimizes access latencies by enabling resource sharing through an opti-
mized data path, efficient coherency protocols, and minimizing redundant data
copies [30].

CXL is built on the PCle interface and defines three separate protocols for
interacting with CXL devices:

* CXL.io: functionally equivalent to the PCle protocol; it provides non-coherent
load/store I/0 access and is used for fundamental operations such as initial-
ization, device discovery, and interrupts,

* CXL.cache: allows CXL devices to coherently access and cache host CPU
memory, and
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e CXL.mem: allows the host CPU to coherently access CXL device memory
for both volatile memory and persistent storage.

Furthermore, CXL devices are classified into three different types:

* Type 1 Devices: specialized accelerators that lack their own local memory
(e.g., SmartNICs),

* Type 2 Devices: general-purpose accelerators such as GPUs and FPGAs
with their own local DDR and/or HBM that provides coherent two-way ac-
cess between host CPU memory and device memory, and

* Type 3 Devices: memory expansion devices that provide hosts access to
disaggregated memory or byte-addressable persistent storage.

The first CXL Specification 1.0 was released in March 2019. It is based on
PClIe 5.0 and allows hosts to coherently access the memory of directly attached
accelerators and memory expansion devices [146]. CXL 1.1 was released in June
2019, comprising some errata and a new compliance chapter defining how inter-
operability testing between the host processor and an attached CXL device can be
performed [119].

The next generation CXL 2.0 was released in November 2020, introducing
single-level CXL switching, memory pooling, and CXL IDE (Integrity and Data
Encryption) [31]. CXL 2.0 switches enable multiple hosts to connect to multiple
CXL devices, either through a CXL switch or via direct connect. With CXL 2.0
memory pooling, CXL Type 3 memory expansion devices called multi-logical de-
vices (MLDs) can be partitioned into logical devices (LDs), with up to 16 different
hosts exclusively accessing the LDs of a single device.

CXL 3.0 doubles the bandwidth of CXL 2.0 up to 64 GT/s while maintaining
the same latency, and introduces several new features that greatly differentiate it
from traditional RDMA memory access. It implements memory sharing through
an enhanced coherency protocol, replacing the bias-based coherency used in pre-
vious generations. This model enables snoop filter implementation and allows
devices with their own memory to back-invalidate a host machine’s cache. For
example, Type 2 accelerators can fetch data from the host and save it in their own
cache, perform work on the data, and then update the host’s cache upon comple-
tion. This new coherency protocol also facilitates peer-to-peer connectivity be-
tween devices. CXL 3.0 devices are able to directly access each other’s memory
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without needing to go through the host, enabling a higher level of disaggregation
and more flexible topologies.

CXL 3.0 also expands on memory pooling by introducing coherent memory
sharing. With 2.0 memory pooling, Type 3 memory expansion devices can be par-
titioned to multiple hosts with each partition belonging to only a single host. In
contrast, multiple hosts or devices can coherently access shared regions of mem-
ory with CXL 3.0 memory sharing. This feature gives us the opportunity to de-
sign systems that reduce unnecessary data movement and redundant data copies,
resulting in less overhead and better resource utilization than RDMA.

2.4 Thesis Statement

This thesis proposal aims to utilize CXL shared memory to address three problems
that stem from RDMA'’s migration-specific inefficiencies: (1) the significant over-
head of dirty-page tracking, which is required by traditional RDMA-based mi-
gration; (2) retransmission of pages that are dirtied after their initial copy, which
increases both total migration time and the amount of data transferred; and (3) ex-
tended blackout periods during the stop-and-copy phase, with duration increasing
as VM memory size grows.

To address these problems, we propose two CXL-based techniques that over-
come fundamental limitations of state-of-the-art RDMA-based live VM migra-
tion. The first is a CXL-based migration approach that avoids dirty tracking and
transfers each page only once, reducing the overhead of traditional multi-pass
techniques. The second is a transparent CXL memory tiering migration strategy
that dramatically reduces both the total migration time and data that needs to be
migrated.

The goal of this work is to implement both techniques in QEMU, evaluate
their performance against RDMA-based and hybrid migration approaches, and
demonstrate that CXL migration and memory tiering can significantly reduce total
migration time, blackout duration, and the amount of data transferred, particularly
for large, memory-intensive VMs.

10



Chapter 3
Related Work

In this chapter, we survey related works about live migration algorithms, RDMA-
based migration, shared-memory migration, and CXL remote memory and tiering.

3.1 Live Migration Algorithms

Clark et al. first proposed the standard pre-copy approach to live migration in
2005, in which memory pages are copied iteratively while the VM continues run-
ning. They showed that their prototype could migrate an 800 MB guest over 100
Mbps Ethernet in around 20-180 seconds while keeping blackout times between
roughly 40-270 ms, depending on the workload [29]. Biswas et al. evaluated mi-
gration over 10 Gbps Ethernet and showed that transferring a 400 MB VM finishes
in about 15 seconds with blackout times of approximately 300-400 ms [14]. More
recently, in 2018 Google reported blackout times of around 50-200 ms for 30 GB
VMs using 25 Gbps Ethernet, with total migration taking a few minutes [113].
These results demonstrate that even as network bandwidth improves, the effective
speed of migration remains limited and blackout times show no improvement,
underscoring fundamental limitations of traditional live-migration methods.
Researchers have proposed many techniques that make traditional migration
more efficient. Ibrahim et al. add a stop-and-copy switch that adapts to memory-
dirtying rate and link speed, cutting slowdown on HPC jobs by up to 10x [61].
Haris et al. replace hand-tuned thresholds with a k-nearest-neighbor predictor
that halts pre-copy once the predicted blackout meets an SLA, trimming total
migration time by 86% and downtime by 65% [53]. Eswaran et al. preserve
copy-on-write sharing among templated VMs during migration, cutting network

11
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traffic by up to 92% and total migration time by 95% [39]. Liu et al. compress
outgoing pages with Intel’s In-Memory Analytics Accelerator, achieving 4.5 %
compaction and restoring memory 55 percent faster with no extra CPU load [75].
Song et al. shard copy, checksum, and I/O across all cores and NIC queues,
shrinking downtime by up to approximately 280 using 10 Gbps Ethernet [120].
Despite these optimizations, each technique still depends on dirty-page tracking
and retransmitting dirtied pages, and therefore cannot fully eliminate the funda-
mental inefficiencies of traditional migration.

3.2 RDMA-Based Migration

State-of-the-art migration systems often utilize RDMA to reduce both migration
time and CPU overhead. Huang et al. first demonstrated that InfiniBand RDMA
can reduce total migration time by up to two orders of magnitude compared with
TCP, inaugurating the zero-copy paradigm [59]. Follow-up work by Isci et al.
recorded similar gains on enterprise traces while maintaining blackout under 200
ms [62]. Nomad snapshots RDMA queue pairs and restores them on a peer RNIC
at the destination, enabling live migration of VMs with active RDMA connec-
tions [60]. Live migration over InfiniBand with single-root I/O virtualization
(SR-IOV) support, which allows virtual machines to directly access virtual func-
tions exposed by a physical NIC, achieves blackout times below 140 ms for 8 GB
guests but requires device-specific coordination to transfer hardware state between
source and destination [47].

While RDMA improves performance, it still relies on dirty-page tracking, re-
transmission of dirtied pages, and has architectural limitations (see Chapter 2.2).
As aresult, blackout times have seen little improvement and convergence remains
slow under write-heavy workloads.

3.3 Shared Memory Migration

Researchers have begun to investigate shared memory as a more efficient alterna-
tive to network-based VM migration. Recent work by Grapentin et al. developed
an IBM POWERO9-based prototype that uses ThymesisFlow [105] to enable peer-
to-peer, disaggregated memory access between servers. This work showed that
key performance metrics from the perspective of applications running in the vir-
tual machine, such as memory latency and throughput, were improved by up to
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three orders of magnitude during the migration process [46]. Ran ef al. evaluated
migration using distributed shared memory (DSM), a system that allows multiple
machines to share a unified memory space over a network. By preloading the
VM’s memory into the DSM layer before hand-off, they reduced total migration
time by about 70 percent [66]. Finally, we note that there was a BoF discussion
about how CXL could be used for VM migration at the Linux Storage, Filesystem,
Memory Management & BPF Summit in May 2023, along with a website titled
"nil migration" [122]; however, no code has been released and there have been
no updates on the website since. These works show that shared-memory migra-
tion is feasible on proprietary fabrics and motivate the development of CXL-based
migration.

3.4 CXL Remote Memory and Tiering

Recent evaluations demonstrate that CXL 2.0 Type-3 memory-expansion devices
achieve a significant portion of PCle’s theoretical bandwidth, with latency about
twice as high as local DRAM. Zhong et al. measure 97 ns idle latency for on-board
DDRS5 and 219 ns for a CXL device on Intel Sapphire Rapids, while per-core
bandwidth tops out at 48 GB/s on an x16 PCle 5.0 link [164]. Unal et al. report
similar results in a HotOS 2025 study, measuring 112 ns latency for DRAM and
237 ns for CXL, with bandwidth just under 50 GB/s [134]. Weisgut et al. evaluate
Micron CXL devices on Genoa servers and record a median 255 ns load latency
together with 46 GB/s sustained copy bandwidth per device, scaling to 92 GB/s
with four cards [145].

A recent survey by Sharma et al. thoroughly describes the architectural sources
of CXL latency and bandwidth [32]. They state that CXL latency is composed of
a protocol component and a queuing component, which depends on load. Pro-
tocol latency comes from two full traversals of the CXL port stack, each adding
around 21-25 ns, plus approximately 15 ns of wire and retimer flight time, re-
sulting in roughly 57 ns per memory access. Queueing latency is incurred only
under load as requests pile up in the link-layer and memory-controller queues.
Ultimately, this results in the average latency of CXL being roughly double that
of local DRAM. As for bandwidth, 6-9% is lost to link-layer overheads, includ-
ing bytes used for flit headers, CRC/FEC, SKP and ordered-set blocks, as well as
flow-control bookkeeping based on credits.

Emerging research shows that CXL-attached DRAM can serve as a high-
capacity second tier with only single-digit performance cost when guided by smart

13



CHAPTER 3. RELATED WORK

hardware or OS policies. Transparent Page Placement (TPP) extends Linux NUMA
balancing to demote cold pages to CXL and promote hot ones, keeping a tiered
system within 1% of an all-DRAM baseline and outperforming stock Linux by up
to 18% [92]. Intel Flat Memory Mode plus the Memstrata allocator moves tiering
into the memory controller at cache-line granularity and enforces per-tenant iso-
lation, keeping 82% of 115 Azure traces within 5% of local DRAM and trimming
the worst slowdown from 34% to below 6% [164]. Nomad retains shadow copies
and performs transactional page migration, cutting thrashing and delivering up
to 6 x speed-ups over TPP under heavy memory pressure [151]. Alto introduces
a memory-level parallelism-aware amortized off-core latency metric to suppress
unnecessary migrations, improving performance by up to 12x compared to TPP,
Nomad, and two other policies across both NUMA and CXL hardware [86]. To-
gether, these results paint an increasingly optimistic picture: CXL memory can
reliably expand server capacity while keeping latency-sensitive workloads within
a few percent of local DRAM performance.
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Chapter 4

Desperately Seeking ... Optimal
Multi-Tier Cache Configurations

Modern cache hierarchies are tangled webs of complexity. Multiple tiers of het-
erogeneous physical and virtual devices, with many configurable parameters, all
contend to optimally serve swarms of requests between local and remote applica-
tions. The challenge of effectively designing these systems is exacerbated by con-
tinuous advances in hardware, firmware, innovation in cache eviction algorithms,
and evolving workloads and access patterns. This rapidly expanding configura-
tion space has made it costly and time-consuming to physically experiment with
numerous cache configurations for even a single stable workload. Current cache
evaluation techniques (e.g., Miss Ratio Curves) are short-sighted: they analyze
only a single tier of cache, focus primarily on performance, and fail to exam-
ine the critical relationships between metrics like throughput and monetary cost.
Publicly available I/O cache simulators are also lacking: they can only simulate a
fixed or limited number of cache tiers, are missing key features, or offer limited
analyses.

It is our position that best practices in cache analysis should include the evalu-
ation of multi-tier configurations, coupled with more comprehensive metrics that
reveal critical design trade-offs, especially monetary costs. We are developing an
n-level I/0 cache simulator that is general enough to model any cache hierarchy,
captures many metrics, provides a robust set of analysis features, and is easily
extendable to facilitate experimental research or production level provisioning.
To demonstrate the value of our proposed metrics and simulator, we extended
an existing cache simulator (PyMimircache). We present several interesting and
counter-intuitive results in this paper.
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4.1 Introduction

The vast configuration space of multi-tier caching enables the design of very com-
plex systems. Several tiers of cache and persistent storage can be allocated in
numerous arrangements. Moreover, devices can be partitioned into many differ-
ently sized cache segments for separate applications. All of these devices can be
implemented within, and interact with, any number of independent, large-scale
infrastructures (e.g., cloud services, virtual machines, big data warehouses, dis-
tributed systems). Furthermore, new storage technologies are constantly emerg-
ing (e.g., NVM, 3D flash), introducing additional complexity, greater capacities,
and different cost/performance profiles. Our ability to dynamically change hard-
ware in live systems (e.g., adding or deleting RAM, SSD, NVM) has also been
increasing, particularly in cloud environments and virtual machines [49, 27, 28],
making it significantly easier to reconfigure a cache hierarchy. Workloads con-
tinue to evolve as well, with complex and diverse access patterns that affect the
frequency of data reuse and the size of working sets, two of the most influential
factors in any caching system [121, 147, 116, 10, 24].

Research in cache algorithms and policies is also trying to keep up with these
changes. Machine learning and similar techniques that leverage historical data
are being incorporated into caching systems to bolster prefetching [156], dynami-
cally switch between replacement algorithms [114, 139, 116], or enhance existing
eviction policies [5]. I/O classification has been used to enforce caching policies
and improve file system performance [95]. Multi-tier cache eviction algorithms
that are aware of some or all layers in the hierarchy at any given time are being
developed [24]. The challenges of cache resource allocation and provisioning are
being investigated as well [71, 13]. Zhang et al. introduced CHOPT, a choice-
aware, optimal, offline algorithm for data placement in multi-tier systems [160].
Algorithms such as CHOPT are promising solutions for efficiently finding optimal
multi-tier configurations, but their bounding assumptions and inability to model
all parameters limit the configuration space they can explore.

Physically experimenting with various cache configurations is costly and time-
consuming, with so many parameters to consider (e.g., number of tiers, device
types and models, caching policies). A well-known technique for evaluating cache
performance without running experiments is Miss Ratio Curve (MRC) analy-
sis [141, 54, 15, 58]. MRC:s plot the cumulative miss ratio of all requests in a given
workload for some cache eviction algorithm(s) as a function of cache size. Cache
size usually ranges from one data block to the size required to store every unique
block accessed in the workload, also known as the working set. This technique
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has many uses, such as comparing eviction algorithms’ performance for a given
workload or identifying optimal cache size allocations. However, MRCs evaluate
the performance of only a single cache and are not capable of accurately modeling
the complicated interactions between devices in a multi-tier cache. Recent studies
have shown that traditional MRCs are even sub-optimal for resource allocation in
a single layer, since they admit data with poor locality into the cache. [41].

It is vital that our methods of evaluating caches mature as storage technolo-
gies and cache hierarchies continuously evolve. For example, examining perfor-
mance metrics such as latency or using an MRC to analyze miss ratio as cache
size increases may be misleading without also considering the monetary cost of
purchasing and using the cache. Cost has a non-linear, positive correlation with
cache size, and is fundamentally the primary constraint when deciding how much
cache to include in a system. If this were not the case, everyone would cache
all data in copious amounts of the fastest DRAM money can buy and back it up
with a huge battery. Furthermore, improved performance does not directly trans-
late into cost efficiency, especially in a multi-tier system where devices’ cost and
performance characteristics can vary wildly. The purchase cost of hardware is a
simple example. Ideally, we should be evaluating more comprehensive metrics
such as the total cost of ownership, which combines other metrics such as power
consumption, the cost of labor to maintain a system, and the projected lifetime of
devices given access patterns. It is also essential that we can freely evaluate the
relationship between metrics (e.g., throughput/$) so we can make educated design
decisions with full awareness of the inherent trade-offs.

The most complete solution would be an n-level I/O cache simulator that could
quickly and accurately evaluate many configurations. While there are some ad-
vanced CPU cache simulators available [63, 35, 104, 143, 91], storage cache simu-
lators are scarce and lacking. State-of-the-art storage cache simulators are mostly
outdated; they either can simulate only a single layer or some fixed set of layers,
have limited analysis features, are not easily extendable, or are simply not released
to the public [148, 51, 1]. PyMimircache [155] is a popular open-source storage
simulator with several useful features that is actively maintained. However, even
this simulator is inadequate; it also can simulate only a single layer of cache with
no implementation of back-end storage, has no concept of write policy, and its
analysis features are limited. The main strength of PyMimircache is its ability to
perform MRC analysis on multiple cache replacement algorithms.

It is our position that best practices in cache research need to be broadened to
reflect the growing multi-tier configuration space. This paper makes the following
contributions:
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1. We explore current trends in cache analysis and propose that best practices
in cache research including the analysis of multi-tier configurations and a
more comprehensive set of evaluation metrics (e.g., monetary cost).

2. We describe the critical features an n-level I/O cache simulator should have
and outline the design of a simulator we began to develop.

3. We extended PyMimircache to function as a multi-tier cache simulator, ex-
perimented with many configurations on a diverse set of real-world traces,
and present initial results that support our position.

4.2 Cache Analysis

The fundamental strategy in engineering a cache hierarchy involves placing faster
and typically lower-capacity devices in front of slower devices to improve the
overall latency of accessing frequently reused data. There is a tangible dollar cost
per byte increase when purchasing hardware with better performance attributes.
Therefore, it follows that the cache size and speed are closely correlated with the
purchase cost. Straightforward logic dictates that performance is constrained by
cost, so unless money is in endless supply, the best practice should be to evaluate
these metrics together. Surprisingly though, cost is often overlooked during anal-
ysis in favor of performance metrics such as raw throughput, latency, or hit/miss
ratio [144, 27, 24, 109, 41, 23, 19].

The argument can be made that any improvement in cache performance trans-
lates into a reduction in cost when designing a cache, such that the relationship
between cost and performance does not necessarily need to be considered. This
is situationally true, particularly when evaluating performance in a single-tier
caching system. However, in a more realistic, multi-tier storage or CPU cache
hierarchy, the large configuration space and complex interactions between tiers
produce scenarios where the relative performance per dollar between two config-
urations is vastly different, necessitating a more complex analysis (see Section 4.4
for examples).

Performance metrics have long been the standard in cache analysis. Recently,
additional metrics that are more relevant and informative for specific applications
have gained popularity in storage research. The 95 (P95) or 99" (P99) percentile
latency, often referred to as tail latency, is an important quality of service (QoS)
metric for cloud [153, 125] and web [64, 34, 52, 13] services, as well as at the
hardware level [77, 18, 82, 36]. Inter-cache traffic analysis has been used to design
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more efficient cache hierarchies in modern microprocessors [102]. Reducing the
energy consumption of storage systems is beneficial for the environment, lowers
operation costs, and promotes advancements in hardware design [20, 80, 118,
137]. Even the total cost of ownership (TCO) can be difficult to calculate when
considering all the factors that contribute to capital and operational expenditures
(CapEx and OpEXx) [81, 79].

It is our position that cache analysis should be conducted using a diverse set of
metrics whenever possible. These metrics should be evaluated at various level of
granularity: at each individual layer, some subset of layers, or globally. Moreover,
we need to create complex metrics (e.g., throughput/$) that allow for analysis of
their informative relationships and reveals critical design trade-offs.

4.3 Multi-tier Cache Simulation

Simulator Design A general, n-level I/O cache simulator with a rich set of fea-
tures is necessary to thoroughly explore the multi-tier caching configuration space
and analyze our proposed metrics. We are developing such a simulator that in-
cludes (but is not limited to) the following capabilities: (1) Write policy that de-
termines where data is placed upon write requests. We will support traditional
write policies (e.g., write through, write back, write around), but also allow user-
defined policies. (2) Admission policy that controls if and how data is promoted
and demoted throughout the hierarchy by request size, address space, or simply
whether layers are inclusive or exclusive of each other. (3) Eviction policy that
decides which data to evict when a cache is full and new data needs to be brought
in. There will be support for single-layer or global policies, as well as the ability
to easily add new policies. (4) Trace sampling techniques (e.g., Miniature Sim-
ulations [142]) that reduce the size of a trace to greatly decrease simulation time
while maintaining similar cache behavior. (§) Prefetching to retrieve data before
it is requested with techniques like MITHRIL [157] that exploit historical access
patterns.

The associated API will fully expose all data structures at request-level gran-
ularity or for any given real timestamp or virtual ones (where the trace has only
ordered records without their original timing). This will allow users to perform
important analysis such as examining clean and dirty pages at any level, measure
inter-reference recency, calculate stack distance metrics when relevant, or perform
any type of analysis offered by our simulation framework on a subset of a trace.
The simulator will also be coupled with modern visualization tools that enable
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users to efficiently explore the large amount of data it produces.

Multi-tier Cache Reconfiguration A major motivation for simulation is seek-
ing optimal cache configurations. However, efficiently reconfiguring a multi-tier
cache hierarchy is another challenging problem. In this work, we analyze vari-
ous physical devices for simplicity, but manually swapping out devices is often
not a feasible solution. More likely, multi-tier caches may be dynamically recon-
figured in cloud, distributed, and virtual environments, where storage can more
easily be allocated through virtualization abstractions. For example, distributed
memory caching systems (e.g., Memcached) can greatly benefit from automat-
ically reconfiguring cache nodes in response to changes in workload; but this
process can significantly degrade performance as nodes are retired and data is
migrated. Hafeez et al. developed ElMem, an elastic Memcached system that
uses a novel cache-merging algorithm to optimize data migration between nodes
during reconfiguration [50]. Moving between configurations in any caching sys-
tem has a temporarily negative impact on performance, until the new caches are
fully warmed [166, 22]. Therefore, efficient reconfiguration methods are essen-
tial to fully leverage any techniques that find optimal configurations (including
simulations).

PyMimircache Extension To demonstrate the utility of our proposed simula-
tor, we extended PyMimircache [155], a storage cache simulator with an easily
extendable Python front-end and efficient C back-end. We made several simplify-
ing assumptions for this extension and experimented with a subset of the possible
features we are proposing. (1) We implemented a traditional write-through policy
and an “optimistic” write-back policy as global write policies. The write-through
policy is consistent and reliable: a block is written to every cache layer and the
back-end storage whenever there is a write request. Our write-back policy is op-
timistic: it only writes to the first layer and assumes this data will be flushed to
persistent storage at some point in time, outside of the critical path where it does
not affect performance (i.e., we do not account for the write in any other layer).
This simplified version of write-back models the best-case performance scenario,
which we found useful for exploring the potential effects of write policy. A more
realistic write-back would require asynchronous functionality that is not available
in PyMimircache, and is a limitation of this work. (2) All evicted blocks are
discarded rather than demoted (moved or copied) to some lower layer of cache
or back-end storage. (3) Layers of DRAM are included in our simulations even
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though we are using block traces, which capture requests for data that was not
found in DRAM. This is a limitation of the traces we are using; the simulator
we implement will be able to operate on any data item from any trace that in-
cludes some form of address accesses. The simulator will support traces obtained
from networks (e.g., NFS, HTML), distributed systems (e.g., HPC, Memcached),
system calls, block traces, and potentially more. (4) Throughput is limited by
the system where traces were actually captured since we experiment with block
traces. For demonstration purposes, we ignore this limitation and assume requests
are fed as fast as possible without using the original request timestamps. This
allows us to show how we can potentially evaluate throughput when using differ-
ent hardware configurations. (5) We consider each layer to have a portion of its
capacity partitioned for caching to emulate various cache sizes at each layer using
the specifications of a single device.

A high-level description of how we extended PyMimircache is as follows:
(1) We feed an original block I/O trace to an instance of PyMimircache, this is the
top layer (“L1”) of our cache hierarchy. (2) This instance generates two output
files: 1) A log file “L1-log” containing counters for the following: read hits, write
hits, read misses, write misses, data read, data written. ii) We specify a new trace
file called “L1-trace” which contains read requests that missed in L1, as well as
all write requests. As per our assumptions, write requests are not included when
using write-back policy and evicted blocks from L1 are never included. These
intermediate trace files are stored in memory using Python-based virtual files to
avoid disk I/O costs. (3) After the L1 instance of PyMimircache completes, we
feed the generated “L1-trace” from step 2 as input into another, separate instance
of PyMimircache. This emulates our L2 layer. (4) We repeat steps 2-3 for L2, L3,
etc. (5) When all layers have been processed, we aggregate all the log data into a
single log file for that experiment. (6) We have a higher-level script that we pass
parameters to for each layer’s device: purchase cost, capacity, and average read
and write latencies. This script records and calculates the following metrics for
the cache configuration of an experiment: total purchase cost, partitioned device
capacities, miss ratio per layer, and total read and write latency incurred. It can
be [re]run at any time using previously obtained simulation logs, and is separate
from the actual simulation process.
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4.4 Evaluation

Workloads In this section, we evaluate simulation results gathered using the
Microsoft Research (MSR) traces. These 36 traces, each about a week long, were
collected from 36 different volumes on 13 production servers at MSR in Cam-
bridge, Massachusetts, as described in detail by Narayanan et al. [99]. The per-
centage of total requests that access unique blocks (i.e., data used for the first time)
in these traces range from 1% to 97%, which is representative of the frequency of
data reuse. The percentage of total requests that are writes range from nearly 0%
to almost 100%, and is ideal for evaluating the effects of write policies.

We are continuing to run additional experiments using 9 traces from the De-
partment of Computer Science at Florida International University (FIU) [137] and
106 traces from CloudPhysics [141], but do not present results here due to space
limitations.

Experimental setup We ran simulations on the MSR traces using between 1
and 3 layers of cache, in addition to the back-end storage device. Each simula-
tion consisted of a configuration of several parameters: cache and back-end sizes,
eviction algorithms, and global write policy. The capacity required to hold the
entire working set of a trace dictated the cache and back-end storage sizes for
every configuration. The back-end size was always fixed to be the same size as
the working set, since the data initially resides in the back-end. The cache sizes
selected for the first layer of cache are 100 evenly spaced sizes between 1 block
(512 bytes) and the size of the working set for that trace. 100 is the default number
of points for plotting MRCs with PyMimircache. The second and third layers of
cache are 10 evenly spaced sizes within the same range. Using 10 cache sizes for
these layers rather than 100 drastically reduced the time required to complete each
experiment while still revealing the entire range of metrics (albeit with fewer data
points within that range).

In this work, we only present results for configurations using a Least Recently
Used (LRU) eviction policy at every layer, although we are varying these policies
in our ongoing simulations. We simulated each of the MSR traces using our exten-
sion of PyMimircache (see Section 4.3) and then calculated cost and performance
metrics using the device specifications described in Table 4.1.

While these comprehensive traces represent a wide variety of workloads, they
have only a relatively small working-set size that can easily fit in a modern server’s
RAM. Therefore, to simulate larger workloads (e.g., bigdata, HPC), we treat the
original MSR traces as if they were scaled-down spatial samples of larger traces.
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Figure 4.1: Effects of an intermediate SSD tier (Workload MSR hm-1)

We call this technique reverse-mini-sim: the reverse of the miniature simulations
technique for down-scaling traces introduced by Waldspurger et al. [142]. Minia-
ture simulations was shown to be fairly accurate at a sampling rate of 0.001 on the
MSR traces, so we multiply the purchase cost (X axis) by a factor of 1,000 times:
this simulates a workload whose working set size is 1,000 larger.

Each data point in our figures represents a configuration with some set of cache
sizes. We assume that each layer consists of an independent device with a portion
of its capacity partitioned for caching and the remaining capacity as unused. For
example, a cyan triangle in Figure 4.1 at Total Scaled Purchase Cost of around
$235 represents the average throughput of all requests in a single simulation of
the hm-1 trace with an L1 LRU cache of 61,865 blocks partitioned in device D2,
an L2 LRU cache of 199,344 blocks partitioned in device S2, and back-end storage
of device H3 partitioned to fit the working set of 687,396 blocks.

Cache hierarchy depth Figure 4.1 shows (D1-H3, red) that too little RAM
hurts performance but too much wastes money. Adding a bit of SSD cache (D2-
S2-H3, cyan) between DRAM and HDD (D2-H3, green) can help, but not always
(some cyan dots are below the green line). Consider the knee of D1-H3 (around
X=3%$500): there are D2-S2-H3 configurations that provide higher throughput for
the same cost, same throughput for less cost, and even both higher throughput and
less cost. Surprisingly, we also see that purchasing more of a cheaper DRAM (D3-
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Figure 4.2: SSD Aging Effects (Workload MSR src2-1). 2x and 3 X indicate
configurations where S2 has 2-3 x increased latency due to the potential effects
of SSD aging

H3, blue) for the same cost of a more expensive DRAM (D1-H3) yields overall
better performance. Therefore, we can sacrifice DRAM performance for a larger
amount of DRAM to get better results.

Solid-state drive (SSD) degradation Storage devices have an expected lifetime
which is typically defined by some amount of I/O. For example, it is well-known
that the memory cells within SSDs can only be written to a finite number of times
before they are no longer usable [65, 88, 101]. While the lifespan of devices is a
parameter that should be considered when estimating the total cost of ownership
of a storage system over some period of time, it is also important to evaluate the
performance impact this aging process can have. Studies have shown that SSD
aging can increase average latency by around 2-3 x [67]. To simulate this effect,
we multiplied the latency specifications of device S2 and analyzed the results
alongside simulations using its original specifications. Figure 4.2 shows that while
anew SSD (D1-S2-H2, green triangles) improves performance when inserted into
a D1-H2 tier (red), when the SSD is aged (blue and cyan), performance is actually
worse than not having the SSD at all. For users with write-heavy workloads or
infrastructures where these devices are expected to receive a lot of I/O traffic over
a short period of time, choosing to exclude SSDs completely may not only save
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Figure 4.3: Variation between vendor-reported specs and independently operated
benchmarks (Workload MSR web-3)

money, but also yield a similar or better average throughput over time.

Device specification variance Storage vendors want to convince consumers
that their latest device is competitive. They do so by publishing many device
specifications: storage capacity, physical dimensions, hardware interface, dura-
bility, energy consumption, and performance metrics. While most specifications
are fairly standard, a wide variation of performance metrics can be found, even
amongst the same type of device and vendor. Some commonly found metrics
are the minimum, average, median, or maximum values for latency, bandwidth,
or throughput. These metrics may also be further refined as random or sequen-
tial workloads, or separated by reads and writes. These measurements are ob-
tained via benchmarks using some specific workload(s), software environment,
and hardware configuration, which are sometimes disclosed at varying levels of
detail. This poses a significant problem for consumers, who often are unable to
reproduce vendors’ performance results. Given such a vast configuration space
of variables that can affect performance and the understandable motivation for
vendors to publish optimistic results, how can storage devices be reliably com-
pared for their own usage? A handful of independent, reputable websites have
emerged by fixing these variables and benchmarking devices from different ven-
dors, and producing realistic, trustworthy specifications: AnandTech [6], Tom’s
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Figure 4.4: Write-through vs. Write-back policy effects (Workload MSR hm-1)

Hardware [131] and UserBenchmark [135].

In this experiment we show the difference between numbers reported by ven-
dors and others. Figure 4.3 shows that inserting an SSD tier between DRAM and
HDD provides equal or better performance when using vendor reported specifi-
cations (green and cyan). However, specifications obtained from Anandtech [6]
(red and blue) show that the majority of the configurations yield worse average
throughput.

Write Policy The write policy of a cache hierarchy determines how and where
data is written whenever there is a write request. Write-through policy ensures
data consistency by writing data to every cache and storage device in the hierarchy.
However, this incurs the write latency of every device and negatively impacts
overall performance. The write-back policy improves performance over write-
through by only writing to the cache and then flushing data to back-end storage
at a more favorable time. The downside of write-back is that data is at risk of
being lost in the event that a cache device fails or whole system loses power. If
reliability is more important, a write-through policy is the obvious choice, but how
much impact will this have on performance? Figure 4.4 compares write-through
and write-back policies (policy implementations described in Section 4.3). Using
an optimistic write-back (wb) policy we achieve up to 6 x better throughput for the
same cost as write-through (wt) with the same devices. Note that a more accurate
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write-back policy will account for the delayed writes, which will tie up the storage
devices even during idle times.

4.5 Conclusion

Designing and evaluating cache hierarchies has become incredibly complex due
to the expanding multi-tier configuration space. In this work, we analyzed the de-
ficiencies of single-tier cache analysis and common cache evaluation metrics. We
propose that best practices in cache research should include the analysis of multi-
tier systems, as well as the evaluation of a more comprehensive set of metrics
(particularly monetary cost) and their relationships. We are developing an n-level
I/O cache simulator with a rich set of features and analysis tools that is capable
of modeling any cache hierarchy. We extended PyMimircache to function as a
multi-tier cache simulator and experimented with a wide variety of workload. We
presented interesting and counter-intuitive results that demonstrate the need for
our proposed simulator and multi-tier analysis.
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D Device Type | Price | Capacity Average Latency
(Benchmark Source)
D1 | G. Skill TridentZ DRAM | $150 16GB 0.0585us r/w
DDR4 (UserBenchmark)
3600 MHz C17
D2 | G. Skill TridentZ DRAM | $97 16GB 0.0642us t/w
DDR4 3000 MHz (UserBenchmark)
C15 0.01us r/w
(Vendor)
D3 | Corsair Vengeance | DRAM | $59 16GB 0.0726us t/w
LPX DDR4 (UserBenchmark)
2666 MHz C16
S2 | HP EX920 M.2 SSD $118 ITB 292 us read
NVMe 1,138us write
(AnandTech)
20us read
2218 write
(Vendor)
H2 | WD Black HDD $60 1TB 2,857 us read
7200 RPM 12,243 s write
(AnandTech)
H3 | Toshiba HDD $65 750GB 17,000us read
MK7559GSXP 22,600us write
(Tom’s HW)
17,550us read
17,550us write
(Vendor)

Table 4.1: Device specifications and parameters. Each device is denoted with a

letter and number for brevity (1 is high-end, 2 is mid-range, and 3 is low-end). De-
vices S1, S3, and H1 are skipped for space considerations. Prices were obtained
from Amazon in September 2019. Benchmarked specifications were correlated

from device vendors, AnandTech [6], Tom’s Hardware [131], and UserBench-

mark [135].
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Chapter 5

Accelerating Multi-Tier Storage
Cache Simulations Using Knee
Detection

Storage cache hierarchies include diverse topologies, assorted parameters and
policies, and devices with varied performance characteristics. Simulation enables
efficient exploration of their configuration space while avoiding expensive phys-
ical experiments. Miss Ratio Curves (MRCs) efficiently characterize the perfor-
mance of a cache over a range of cache sizes, revealing “key points” for cache
simulation, such as knees in the curve that immediately follow sharp cliffs. Un-
fortunately, there are no automated techniques for efficiently finding key points
in MRCs, and the cross-application of existing knee-detection algorithms yields
inaccurate results.

We present a multi-stage framework that identifies key points in any MRC,
for both stack-based (e.g., LRU) and more sophisticated eviction algorithms (e.g.,
ARC). Our approach quickly locates candidates using efficient hash-based sam-
pling, curve simplification, knee detection, and novel post-processing filters. We
introduce Z-Method, a new multi-knee detection algorithm that employs statistical
outlier detection to choose promising points robustly and efficiently.

We evaluated our framework against seven other knee-detection algorithms,
identifying key points in multi-tier MRCs with both ARC and LRU policies for
106 diverse real-world workloads. Compared to naive approaches, our framework
reduced the total number of points needed to accurately identify the best two-tier
cache hierarchies by an average factor of approximately 5.5x for ARC and 7.7 X
for LRU.
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We also show how our framework can be used to seed the initial population
for evolutionary algorithms. We ran 32,616 experiments requiring over three mil-
lion cache simulations, on 151 samples, from three datasets, using a diverse set of
population initialization techniques, evolutionary algorithms, knee-detection al-
gorithms, cache replacement algorithms, and stopping criteria. Our results showed
an overall acceleration rate of 34% across all configurations.

5.1 Introduction

A cache’s miss ratio is one of the most important predictors of its performance.
A miss-ratio curve (MRC) for a given cache and replacement algorithm plots the
cumulative miss ratio for all accesses as a function of the cache size, providing a
powerful tool for analyzing the performance of live systems and dynamically ad-
justing cache configurations as workload conditions change [142, 13]. MRCs can
also inform offline evaluations such as comparing caching algorithms or analyzing
monetary cost vs. storage-system performance [38].

There are many efficient techniques for generating MRCs [93, 126, 149, 141,
128, 57, 142, 41]. MRC-reported miss ratios are good indicators of expected
performance (e.g., throughput), but real system performance can vary due to addi-
tional factors including device characteristics, write policies, and admission poli-
cies [38]. Alas, repeatedly reconfiguring and testing a real caching system, with
all possible cache sizes, is prohibitively expensive due to the slowness of storage
I/0.

Since experimenting with physical devices is costly and time-consuming, sim-
ulation offers a more practical way to explore this large search space and eval-
uate trade-offs such as latency vs. cost. A common first step is to sample a
workload: approximation algorithms enable accurate simulation of cache behav-
ior using only a fraction of the original trace data. Small sampled traces can
then be used to construct an MRC accurately, enabling quick evaluation of cache
performance [141, 142]. Many storage-cache simulators have been developed
that replay traces while attempting to faithfully reproduce real system behav-
ior [1, 89, 155]. However, even simulations can be too expensive to allow ex-
ploring a large number of configurations or optimizing live systems in real time.
For example, consider a cache with a maximum size of 100GB. Simulating every
1GB size step would require 100 experiments. In a multi-tier setup, the number of
simulations grows with the number of tiers; a two-tier configuration would require
1002 experiments, three tiers would need 1003, and so on. Thus, it is essential to

30



CHAPTER 5. ACCELERATING MULTI-TIER STORAGE CACHE
SIMULATIONS USING KNEE DETECTION

1.0 A
\ —— MRC (LRU)
0.8 4
A B
Re]
S 0.6 / /
o
a 04 Large range of cache space with
s U7 gradual miss-ratio improvement
c/
0.2 A
004 . . . _° .
0 100 200 300 400 500

Cache Size (GB)

Figure 5.1: MRC for trace w10, annotated to illustrate several key points: useful
“knees” (points A, C, and D), a useless “cliff” (B), and a large range of cache
sizes with relatively gradual miss-ratio improvement.

explore this vast configuration space efficiently.

Creating an MRC requires a sequence of cache references. In a multi-tier
cache, references to level n + 1 come from misses in—and write evictions and
flushes from—Ievel n; thus the MRC for n + 1 directly depends on the cache
size chosen for level n. A naive exploration of multi-tier configurations would
require a separate simulation for each point in level n’s MRC to identify misses
that become references at level n + 1, and hence to compute the level n + 1
MRC. Since an MRC may contain hundreds of points (one for each potential cache
size), this approach quickly becomes intractable. Thus, a crucial second step for
evaluating multi-tier caches is to limit the number of simulations by intelligently
selecting the cache sizes to evaluate at each level.

Intuitively, the most promising candidates are points where a little extra cache
space produces a relatively large drop in the miss ratio; such points are often
visible as “knees” in MRCs—e.g., points A, C, and D in Figure 5.1. (Note that
although B has sharp curvature, it is not of interest since C provides a much lower
miss rate.) Given enough computational resources, we may be interested in also
selecting some points in the large gradually sloping regions that cover a significant
range of cache sizes. We refer to both types of points as key points from here on.

In this article we describe a multi-stage framework designed to pick an appro-
priate yet small number of key points in MRCs: (1) We first approximate the MRC
accurately using a hash-based sampling technique [141, 142]; (2) Next, we use
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the Ramer-Douglas-Peucker (RDP) line simplification algorithm [110] to reduce
noise by eliminating minor variations in the curve; (3) We then run a multi-knee
detection algorithm on the remaining points to find cache sizes that provide the
greatest miss-ratio improvement for the lowest cost. Our framework currently im-
plements eight different knee-detection algorithms, including our novel Z-Method
and modified, multi-knee versions of five widely used single-knee detection algo-
rithms [8, 117, 115, 129]; and (4) Finally, in post-processing we remove less inter-
esting points, add points in gradually-sloped regions (if desired), and then select
the final points based on a ranking that uses hierarchical clustering and relevance
metrics.

This article is an extension of our previous work [37]: we additionally provide
a more in-depth analysis of our Z-Method algorithm and we demonstrate how our
framework can accelerate the optimization of multi-tier caching systems using
evolutionary algorithms. This collective work makes several contributions:

1. We establish the novel methodology of using multi-knee detection to effi-
ciently identify optimal multi-tier cache configurations;

2. We present a framework that combines several techniques to find a mini-
mal number of key points in MRCs for both stack and non-stack caching
algorithms;

3. We introduce Z-Method, a new multi-knee detection algorithm that uses
statistical outlier detection;

4. We demonstrate that, compared to naive approaches, our framework signif-
icantly reduces the number of 2-tier cache evaluations needed to identify
good configurations by a factor of 5.5x for ARC and 7.7x for LRU;

5. We evaluate our framework for the additional application of seeding the
initial population of evolutionary algorithms. Our results show an overall
acceleration rate of 34% across a highly diverse set of configurations and
datasets; and

6. We release the code library containing all techniques used in this work [37].

The next section provides some background on MRCs, knee-detection al-
gorithms, and MRC cliff removal techniques. Section 5.3 presents the point-
selection techniques used in our framework, leading to the design of the Z-Method
algorithm in Section 5.4. We evaluate all of our techniques ability to find key
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points in MRCs in Section 5.5. We then present an additional evaluation of how
our framework can be used to optimize multi-tier caching systems using evolu-
tionary algorithms in Section 5.6. Finally, we summarize our conclusions and
highlights in Section 4.5.

5.2 Background

5.2.1 Miss Ratio Curves (MRCs)

A key feature of some MRCs is their monotonicity. Cache replacement algo-
rithms such as LRU are stack-based, which means they satisfy the cache-inclusion
property: the content of a cache of size n is always a subset of a cache of size
n + 1. Ultimately, this property ensures that the miss ratio will never degrade as
we increase the size of the cache, producing a monotonically decreasing curve.
However, more sophisticated algorithms such as ARC [94] are not stack-based
and thus the inclusion property does not hold, causing them to produce MRCs
that may contain both convex and concave regions [142]. Thus, non-stack-based
MRCs need not be strictly decreasing.

5.2.2 Knee-Detection Algorithms

Many heuristic algorithms have been developed that find a single knee in a curve,
although the precise definition of a “knee” varies. One can define a knee point as
the point with the maximum curvature in a function. For continuous functions,
curvature [44] is mathematically defined as follows:

f"(x)
(1+ f'(2)?)2
However, knee-detection algorithms are applied to discrete sets of points, instead
of a well-defined continuous function. As such, there are several methods to mea-
sure the curvature of the discrete sequence. Menger curvature [129, 117] defines
the curvature for a sequence of three points as the curvature of the circle circum-
scribed by those points. This method relies only on a local criterion, using only
three points to estimate the knee point without considering any others. As such,
noisy data can lead to poor accuracy when estimating the knee point. We use this
method as a baseline reference to compare with other methods.

K@) = (5.1)
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The L-method [115] fits two straight lines from the head of a curve to a can-
didate point, and from the candidate point to the curve’s tail. The candidate that
minimizes the Root Mean Squared Error (RMSE) between the straight lines and
the points of the curve is returned as the knee point; this represents the sharpest
angle in the curve.

Similar to the L-method, Dynamic First Derivative Thresholding (DFDT) [8,
9] tries to identify the point where the function has a sharp angle. Instead of
fitting two straight lines, this method relies on the first derivative of the curve.
After computing that derivative, a thresholding algorithm is used to identify the
value that separates the derivative values as “high” or “low.” The knee is then the
point with a derivative value that is closest to the previously computed threshold.

Kneedle [117] uses the point on the curve that is furthest away from a line
defined by the head and tail points of the curve. Both axes of the original curve
are normalized to [0, 1] to easily find the point with maximum curvature. Kneedle
was designed for single or multi-knee detection in a streaming scenario where new
data is arriving continuously. The authors used this technique to detect relevant
points for network congestion control and latency.

There are several algorithms that can find multiple knee points in a curve, but
they have limitations that make them unsuitable for MRCs. The Kneedle algo-
rithm’s primary use case is anomaly detection, where it serves as an initial filter to
reduce the number of candidates needing further analysis. As such, for Kneedle,
recall is more important than precision: it aggressively captures all anomalies,
producing many false positives. In some cases it is possible to reduce the number
of false positives, but doing so requires extensive tuning of its sensitivity parame-
ter.

A few multi-knee detection algorithms have been developed for use in multi-
objective optimization problems, where the notion of a knee guides the explo-
ration of meaningful candidate solutions [158]. However, these problems use a
stricter definition of a knee that assumes a set of well-behaved, Pareto-optimal
points. Several other knee-detection methods [115, 8, 9, 129, 7] are only effective
at finding a single knee in a small and relatively smooth set of points. In contrast,
MRC:s can consist of a relatively large number of points, can be noisy or non-
monotonic, and commonly contain more than one significant knee. In this work,
we had to develop techniques to overcome these limitations (see Section 5.3) by
enabling these algorithms to find multiple knee points.
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5.2.3 CIiff Removal Techniques

An alternative to detecting knees in an MRC is to modify the underlying cache-
replacement policy so that it does not have any cliffs, yielding a convex MRC.
Talus [12] removes cache performance cliffs by dividing the cache into two shadow
partitions, each receiving a fraction of the input load. Varying the sizes and input
loads of each partition emulates the behavior of smaller or larger caches. Given an
MRC as input, Talus computes the partition sizes and their respective input frac-
tions to ensure that their combined aggregate miss ratio lies on the convex hull
of the original MRC. Originally proposed for processor caches, Talus inspired the
SLIDE [142] technique for removing performance cliffs from software caches that
employ sophisticated non-LRU replacement policies. CliffHanger [28] applied a
similar idea to key-value web caches, but instead estimated the MRC gradient
without explicitly constructing one.

The recent eMRC [87] technique generalized Talus’s cliff removal to multi-
dimensional miss ratio functions, such as the three-dimensional miss-ratio surface
for a two-tier cache. The eMRC convex-hull approximation technique leverages
the absence of cliffs to efficiently generate the miss ratio function for a multi-tier
cache. However, eMRC requires convexity, which limits its applicability to mod-
eling multi-tier cache systems that employ cliff removal. As real-world multi-tier
cache systems do not yet perform cliff removal, eMRC is unable to approximate
their non-convex MRCs. In contrast, our approach does not require convexity to
accelerate multi-tier cache evaluations, making it broadly applicable to production
deployments of existing caches.

5.2.4 Evolutionary Algorithms: Population Initialization

The initial population of an evolutionary algorithm functions as the first guess at
a set of good solutions to an optimization problem. The quality of this first set
can significantly influence the quality of the final solution and the speed at which
an algorithm converges [3, 68]. Studies have shown that some evolutionary algo-
rithms, such as Genetic Algorithms, are more sensitive to the initial population,
while other algorithms like Particle Swarm Optimization are less dependent on
the initial population [40]. This sensitivity has also been shown to be problem-
dependent, such that an algorithm may be influenced by the initial population for
certain functions, numbers of dimensions, or population sizes [3].

There are several categories of population-initialization techniques. Common
stochastic variants, such as random initialization, are favored for their simplicity,
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generic nature, and applicability to a wide range of problems [90]. They are also
popular because they produce a relatively uniform distribution as the population
size increases. But statistical methods such as Latin Hypercube sampling [98]
and quasi-random sequences (e.g., Halton sequence [136]) have been shown to
outperform random initialization for most problems [11].

There are also application-specific techniques aimed at specific, narrow prob-
lems. They often exploit domain knowledge or use a problem’s characteristics
with specific evolutionary algorithms. These methods have been applied to im-
prove convergence speed in problems such as grammar-guided genetic program-
ming [42] and flexible job-shop scheduling [159]. Initialization techniques in this
class typically perform better than more generic variants, but they are usually lim-
ited to specific problems.

Lastly, there are domain-agnostic, general heuristics applicable to problems
that meet some set of conditions. Examples include approaches developed to
optimize any two-stage stochastic mixed-integer problem [130]. Such techniques
can be applied to any problem where some of the variables are constrained to
integer values.

The techniques described in this article focus on a domain-agnostic, generic
approach that can be applied to any problem where a curve that is correlated to
the solution can be derived from features of the input data. We show how such
techniques can be used on miss ratio curves to optimize a cache with evolutionary
algorithms.

5.3 Point Selection Techniques

In this section, we introduce our framework for finding multiple key points in
MRCs. We first designed a pre-processing stage to deal with the large volume
of data (Section 5.3.1). Next, we made substantial modifications to each point-
selection technique, enabling them to output a set of multiple knees instead of just
one (Section 5.3.2). Finally, we added a post-processing stage (Section 5.3.3) that
filters and ranks knees based on an appropriate definition.

5.3.1 Pre-Processing

A curve can contain an arbitrary number of data points. The largest MRC that we
evaluated contains 276K points even after sampling-based size reduction [142];
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the original MRC is 10,000 x larger. However, the knee-detection algorithms eval-
uated in this work were originally designed to work with small or partial data, such
as for clustering optimizations. Our main idea is to reduce the number of points
while preserving those that follow the shape of the curve; this greatly reduces
the computational costs of subsequent steps while also improving knee-detection
accuracy by minimizing irrelevant fine-grained variation.

The Ramer-Douglas-Peucker (RDP) algorithm modifies a curve by finding a
similar one with fewer points [110]. RDP fits a line between the curve’s endpoints
and then finds the point in between that is farthest from this line. If the distance
between that point and the line is over a given threshold, the curve is split there
and the algorithm is reapplied recursively on the two new segments. Once the
distance is smaller than the threshold, all intermediate points are removed. The
main drawback of RDP is the need to define a threshold, which can be understood
as the maximum allowed reconstruction error. The choice of threshold is difficult
because it depends on the curve’s complexity.

We modified the original RDP algorithm to address this difficulty. Instead of
defining a threshold for the maximum allowed perpendicular distance between a
point and the fitted straight line, we use a relevance-based cost metric that com-
putes the difference between the fitted straight line and the data points in the cur-
rent segment.

We evaluated four different metrics that assess how far our linear reduction is
from the original data: Root Mean Squared Log Error (RMSLE), Root Mean
Squared Percentage Error (RMSPE), Relative Percent Difference (RPD), and
symmetric mean absolute percentage error (SMAPE). Of these four, the best per-
formance came from SMAPE: it found the smallest set of points that minimized
the reconstruction error.

5.3.2 Methods

Except for Kneedle, the algorithms we evaluate in this work (see Section 5.2.2)
were not designed to detect multiple knees. Thus, we developed a recursive al-
gorithm that can be used to adapt any single-knee detection technique to handle
multiple knees. The basic idea is to use a single-knee technique to select the best
knee in a segment. We then split the current segment at that knee, and for each
new segment check whether it is sufficiently linear (computed using the SMAPE
metric). If not, we repeat the process recursively. Apart from applying this recur-
sive generalization, we do not alter the core knee-detection technique, using it as
a black box. All of the methods we evaluated, even Kneedle, require our pre- and
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Figure 5.2: Graphical representation of the post-processing methods. (a) Repre-
sentation of the filter that removes unwanted knees, knee K is removed since
knee K achieved better performance. (b) Representation of the overlapping rect-
angles used by the corner detection algorithm. Point C' is identified as a cliff point
and then removed. (c) Representation of the clustering and ranking elements. The
orange ellipse represents the cluster of knee candidates. The orange candidates
are filtered out, while the green knee is selected as the best representative based
on Equation 5.2.

post-processing methods to work properly on MRCs.

5.3.3 Post-Processing

Given the differences between single- and multi-knee detection and the large
number of points produced by using our recursive strategy on some of the knee-
detection algorithms, we developed three different filters to further reduce and
select the most relevant knees.

The first filter, shown in Figure 5.2a, removes useless knees. When dealing
with non-monotonic curves, a knee-detection algorithm can incorrectly choose a
knee that is above a previously detected one. We remove such knees since they
are sub-optimal and do not add useful information.

The second filter, shown in Figure 5.2b, removes cliff points located after
a smooth, near-horizontal area that precedes a sharp descent. These points are
found using a corner-detection algorithm that computes the overlapping area of
two rectangles. The first rectangle, shown in green, is drawn from the neighbor
points F and P; (assuming that RDP pre-processing was used, these are the pre-
vious and following points) that are adjacent to the knee candidate point C'. The
second rectangle, drawn in orange, has its corners placed at C' and the lower left of
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the green rectangle. The filter computes the percentage overlap between these two
rectangles, and a knee candidate is removed if the overlap exceeds a threshold.

The third and final filter, shown in Figure 5.2c, uses a hierarchical clustering
algorithm to group knees by their distance along the x-axis, using a percentage
of the x range as a threshold. After grouping the knees into clusters, the knees
within each cluster are ranked based on their relevance score, computed from two
metrics: (i) the improvement given by each knee (i.e., how much it decreases on
the y-axis from the highest knee in the cluster) and (ii) the smoothness of the
improvement, computed using the coefficient of determination (R?). Specifically,
the relevance score S is given by Equation (5.2):

S(K;, L) = |Ky — Ki| - R¥(L), (5.2)

where K is the i'" knee, and K, is the knee with the highest value on the y-axis
(in a single cluster). L is a vector containing all the knees in the cluster up to and
including the *" one: L= (Ko, ..., K;]. The highest-ranked knee in each cluster
is selected as its representative knee.

5.4 Z-Method

5.4.1 Design Concepts

Our design for Z-Method was inspired by the DFDT [8] and DSDT [9] knee-de-
tection algorithms, which use first and second derivatives, respectively. In statis-
tics, a z-score (also known as a standard score) is a transformation that normal-
izes a data value by quantifying how many standard deviations away it is from the
mean; typically, a point whose z-score has an absolute value greater than three
is considered an outlier [2]. For the purpose of detecting knees, such outliers in
the second derivative indicate a significant change in the y-axis. The foundation
of our Z-Method technique is in detecting such outliers and intelligently selecting
knees among them.

Although the second derivative is useful, we found that large and small knees
often tend to cluster, causing several points in close proximity to be selected,
rather than the single most optimal knee in the vicinity. To remedy this, we in-
troduced two hyper-parameters, dz and dy, that specify the minimum x and y
distances, respectively, between all selected points. These parameters limit the
total number of knees selected and give users control over the algorithm. For ex-
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ample, users interested only in large knees can give relatively high values for dx
and dy to minimize the number of points.

Z-Method was designed to function independently of the techniques described
in Sections 5.3.1 and 5.3.3. As such, it works for curves that are non-monotonic,
with both convex and concave regions (see Section 5.2.1).

5.4.2 Algorithm Description

Algorithm 1: Z-Method Multi-Knee Detection
Input: Data D with (z,y) points, dx, dy, dz
Output: List of (x,y) points corresponding to knees
1 Az < length(D) - (dz/100)
2 Ay + (max(y) — min(y)) - (dy / 100)
D" <« calculate second derivative of D
7 < calculate z-scores for D"
K + empty list
zLimit < 3 # standard outlier threshold [2]
while TRUE do
C < points in Z with z-score > zLimit
and at least Az and Ay apart from all points in K
10 Z+—7Z-C
11 if zLimit < 0 and length(C') == 0 then

e 0 NN Nt AW

12 Remove points from K to ensure that y always decreases as x
increases
13 return /

14 G <« group all points in C' such that all adjacent points in each group
are < Ax apart

15 sort GG in descending order by max z-score of each group
16 foreach group in G do

17 p < point in group with the lowest y value

18 if p is at least Ay from all points in K then

19 L K.append(p)

20 zLimit < zLimit — dz

As shown in Algorithm 1, Z-Method takes as input a discrete curve D consist-
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ing of an ordered list of (z,y) points, along with parameters dz, dy, and dz. The
parameters dx and dy both influence the size and number of selected knees, while
dz controls the maximum number of iterations in the main selection loop (lines
7-20).

We first convert dx and dy, specified as percentages, into absolute values Ax
and Ay for the input curve (lines 1-2). This normalization ensures that these
parameters function similarly for different curves. We then approximate a list of
second derivatives of the curve, D", using second-order polynomial fitting [21];
next we calculate the z-scores of all points in D" as Z, both of which are found in
linear time (lines 3—4). We initialize a list K to contain all selected knees, and set
our starting value of zLimit to 3, since a z-score > 3 is a widely accepted value
for outliers [2] (lines 5-6).

We then enter the main selection loop (lines 7-20), which selects points and
progressively decrements the zLimit value. First, we create a new list C' that
contains candidate points: points in Z that have a z-score greater than the current
zLimit and are at least a minimum Az and Ay distance from all other already-
selected points (lines 8-9). The complexity of this step is O(|C| x |K|). All
candidate points C' are removed from Z so that we will not consider them again
in future iterations (line 10). The termination clause is then checked (lines 11-13)
to ensure that we have candidate points to operate on.

We next group the candidate points C' into (G, such that the adjacent points in
each group are less than Ax apart, based on the dx parameter constraint (line 14).
This takes O(|C'|) time, effectively forming groups of points such that there is at
least Ax distance between every group. We then sort the groups in G in descend-
ing order by the maximum z-score of each group (line 15). Here, we are sorting
the location of each group in the list of groups G rather than the points within each
group. From each group, we select the point with the lowest y value (line 17); we
then check that the selected point is not within a minimum Ay distance from other
points that have already been selected, enforcing the dy parameter (line 18). The
complexity of this loop is O(|G| x |K]|). A point is added to the list of knees K
if it satisfies this constraint (line 19). We then decrement the zLimit by dz and
continue with the next loop iteration (line 20).

This loop terminates only after we have reached a zLimit < 0 and there are no
remaining points that can be selected given the dx and dy parameters (line 11). At
zLimit = 0, we consider all points in D that have not already been considered in
previous iterations. By starting at z-score > 3 and iteratively approaching 0, we
select the largest knees first and gradually lower our threshold for how big a knee
should be.
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(a) Effects of Z-Method parameter dz. (b) Effects of Z-Method parameter dy.

Figure 5.3: (a) Effects of dr = 1% (top panel), 5%, and 10% on trace w09. Red
arrows denote points in a panel that were not selected when the dz value increased
(next panel down). (b) Effects of dy = 1% (top panel), 5%, and 10% on trace wo62.
Red arrows denote points in a panel that were not selected when the dy value
increased (next panel down). The minimum distance that Z-Method enforces be-
tween points is shown below the legends in green.

Finally, we eliminate any points that may have been poorly selected due to
non-monotonicity in the curve. A final pass removes points where increasing the
x value makes the y value worse (line 12); in our MRC application, such points
are clearly undesirable. This simple pass requires time linear in the size of K.
The overall complexity of this algorithm is therefore O(|D| x |K]|), where D is
the size of the input curve and K is often a trivially small value. For example, with
dz set to 5%, enforcing at least 5% distance on the x-axis between each selected
knee point, the maximum size of K would be 20.

5.4.3 Parameters

We present qualitative evaluations of the algorithm’s parameters dz and dy, as
well as its overall success at finding key points. Furthermore, we demonstrate that
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Z-Method is effective for both stack and non-stack algorithms, by evaluating with
LRU and ARC cache replacement policies.

Parameter: dx The dz parameter has several functions within Z-Method. It is
provided as a percentage of the maximum cache size in the given MRC. The most
transparent effect of dx is that it constrains the minimum x distance, or cache size,
between selected points. Since no two points can have an z distance less than dx
between them, this provides an upper bound on the total number of selected points,
and also influences the number of points that are actually selected. Because it
affects the “grouping” stage of the algorithm, dz also effectively defines the width
of the knees.

Figure 5.3a shows the effects of dz on workload w09 with LRU cache replace-
ment, with dy fixed and dx set to 1%, 5%, and 10%. The black line in each plot
represents the MRC for LRU cache replacement. The green dots are the points
selected by Z-Method when using the dx and dy parameters indicated in the leg-
end. The vertical orange lines show the second derivative z-score of the MRC
at each cache size. Because the z-score values have a large, workload-dependent
dynamic range, we truncate them at 10 in this plot and for the remainder of this
article. A z-score range up to 10 is sufficient to identify all points considered as
outliers (e.g., z-score > 3).

For the MRC plotted in Figure 5.3a, we will focus on the knee(s) in the region
of cache sizes between approximately 425GB and 475GB. In the top plot with
dr = 1%, Z-Method considers this region to contain four separate knees, since
their distances from each other are at least 1% of the maximum cache size. When
we move from 1% to 5% in the middle plot, we can see that points A and B from
the top plot have been removed. Those points are no longer within dz of each
other, so they are grouped together; we are now left with two points at wider,
more prominent, knees.

A similar effect is seen when we increase dz from 5% to 10% in the bottom
plot. The two knees at points C and E are grouped together and C is removed.
Point D is also removed, since its cache size is less than 10% away from point E.
Significantly, the knee point E was favored rather than the less interesting point
D.

Parameter: dy The dy parameter is also specified as a relative percentage,
which is then converted into an absolute value for the given MRC. It functions
similarly to dz, except that it constrains the y distance, or delta miss ratio, be-
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tween any two selected points. This effectively influences the height of knees
and how many points are selected, while providing an upper bound on the total
number of points that can be selected.

Figure 5.3b shows the effects of dy using workload w62 with LRU cache
replacement by fixing dz and varying dy between 1%, 5%, and 10%. The format
is otherwise the same as in Figure 5.3a. In the top and middle plots, the most
interesting change occurs at point C. With dy = 1% in the top plot, this very
small knee is considered significant and is selected. However, when we increase
dy from 1% to 5% in the middle plot, points A, B, and C are removed, as the
y distance between these points and adjacent points is no longer less than dy.
Similarly, point E is removed when we move from 5% to 10% in the bottom plot,
while the taller knee point F is retained. We can also see that point D is removed
as well, as increasing dy reduces the number of selected points.

It is important to note that for both of these parameters, we are not guaranteed
to always have a point that is dz or dy apart from every other point. Enforcing a
hard separation rule would add a great deal of complexity and would provide little
benefit, since we already select points by their order of importance.

Parameter: dz The dz parameter controls the amount that the zLimit variable
is decremented in each iteration of Z-Method. This affects the overall running
time by influencing the total number of iterations. It can also affect the size of
candidate point groups. For example, with a starting zLimit of 3, dz = 0.1 would
only consider points with a z-score > 2.9 on the second iteration, but dz = 0.5
would consider a potentially larger set of points that have a z-score > 2.5. While
this may seem significant, the dr and dy parameters are still the predominant in-
fluence on how groups are formed, so we did not observe any trends or significant
changes when modifying dz.

Finding key points In Figure 5.4, we show the points selected by Z-Method
with dz and dy set to 5%, for multiple workloads using both LRU and ARC cache
replacement policies. We evaluated these plots based on whether or not they se-
lected all of the points that we consider key points. To reiterate, Z-Method should
first select the largest knee points and then eventually select those within any re-
gions that cover at least 5% of the x and y axes. The first row of plots (LRU1-3)
shows examples where Z-Method performed well for LRU. All prominent knees
were selected and large ranges of cache space with gradual decreases in miss ratio
also contained an adequate number of points. The second row of plots (LRU4-6)
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Figure 5.4: From the top: the first row shows LRU plots where Z-Method picked
fairly good points; the second row has LRU plots where Z-method missed a few,
better points. The third and fourth rows are the same but for ARC (third row good
points selected; fourth row missed some points). The plot labeled LRU4 shows
points selected by Z-Method using a dz of both 5% (green) and 3.2% (blue). Sub-
optimal points A and B in LRU4 were selected using dz of 5%, missing nearby
knee points. The knees were appropriately selected when dx was lowered to 3.2%.
Sub-optimal point C in LRUS was selected due to the extreme shape of the curve
and the standard z-score threshold of 3. The knee was appropriately selected when
lowering the threshold. Sub-optimal point D in ARC4 was selected due to the
ARC MRC being generated with too few points. The knee point to the immediate
right was selected when the number of points in the MRC was increased from 100
to 220.
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shows examples where Z-Method missed key points. For example, in plot LRU4,
points A and B missed the knee points directly to their left. There were similar
issues in LRUS and LRUS6.

We show how to improve the lower-quality points A and B in LRU4 by modi-
fying Z-Method parameters. The green points were selected using the default dx
of 5%, while the blue points were selected using a dz of 3.2%. These blue points
more accurately capture these two knees, and are more optimal than A and B.

There were also cases where Z-Method could pick slightly less optimal points
due to extreme shapes in a curve and the nature of the z-score metric. This can be
observed in plot LRUS, which exhibits a nearly flat region followed by a massive,
steep knee, then another nearly flat region. Point C is not quite at the bottom of
the knee because the z-score at the very bottom was slightly below the standard
threshold for an outlier of 3. This could be remedied by lowering the threshold
(and modifying Z-Method’s parameters if needed). It should be noted that Z-
Method will still pick a point that is relatively close to the knee in these edge
cases.

The third row of plots (ARC1-3) shows where Z-Method performed well for
ARC. In addition to always selecting prominent knees and points in gradually
sloped regions, we also see that points were never selected in concave regions
where the miss ratio increased due to the non-monotonicity of ARC. A key feature
of Z-Method is that it will never select points with a higher miss ratio that any
other previously selected points with a lower cache size.

The fourth row of plots (ARC4-6) depicts a situation where Z-Method missed
key points. In cases such as ARCS, modifying the parameters was sufficient for
identifying higher quality points, but plots ARC4 and ARCG6 exhibit a problem
that is unique to non-stack-based cache eviction algorithms (i.e., ARC). Unlike
stack-based algorithms (e.g., LRU), we cannot easily generate a fine-grained MRC
that includes every potential cache size. Instead, best practice is to sample the
workload [142] and then generate the MRC using a subset of points that still
preserves the shape of the curve. This is typically done using 100 points. We
used 100 points to generate all ARC MRCs during the point selection process
throughput this work, but plotted the z-score and points selected against MRCs
generated using 1000 points to better show how Z-Method selects points in MRCs
that more closely represent the “true” curves. This value worked well for the
majority of our workloads, but there were edge cases (e.g., ARC4 and ARC6)
where the z-score did not accurately capture important knees present at the very
end of the curve. For example, point D in ARC4 was selected because there was
a very small knee with a positive z-score at the top of the cliff, but there was a
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much larger knee to its immediate right. This could be remedied by increasing the
number of points used to generate the MRC. 220 points were enough to remedy
this value for both ARC4 and ARC6 (not shown in the plots due to complexity).
The task of generating an MRC is separate from Z-Method, so we did not include
this value as a parameter.

In all cases where Z-Method missed key points, there were slight modifica-
tions that enabled those points to be be selected. We fixed dz and dy to 5%, the
z-score outlier threshold to 3, and generated ARC MRCs using 100 points for this
evaluation, since we do not yet have a way of automatically selecting the ideal
values. Even so, the overwhelming majority of MRCs we looked at still found all
key points with these values.

5.5 Evaluation: Miss Ratio Curves

In this section, we evaluate our framework’s ability to find key points in miss ratio
curves. We first compared the accuracy of 8 different knee-detection algorithms,
including Z-Method, for identifying knees in single-tier MRCs, and then evaluated
our framework’s ability to quickly find optimal multi-tier configurations.

5.5.1 Experimental Setup

We evaluated our techniques on 106 real-world block traces collected by Cloud-
Physics [141], each representing a week of virtual disk activity from production
VMware environments. We used hash-based spatial sampling [141, 142], with a
size-based sampling rate ranging from 0.1 to 0.0001, to reduce these workloads
and thus the running time while maintaining an accurate representation of the
originals. We dynamically varied the rate by powers of 10, such that each sam-
pled trace was guaranteed to contain between 100K and 1M requests. The traces
contain heterogeneous request sizes, so we also transformed all requests into 4KB
block-aligned operations to facilitate accurate sampling, consistent with previous
work [87].

To evaluate multi-tier systems, we extended PyMimircache [155], a cache sim-
ulator with an easily modifiable Python front end and an efficient C back end. Our
extension generates two-tier MRCs by simulating an L1 cache with the original
sampled trace, then simulating L2 with the requests that missed in L1. L1 cache
sizes were selected using the MRC of the original trace, while L2 sizes were cho-
sen using the MRCs of each intermediate trace. The total miss ratio of the two-tier
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Figure 5.5: An MCC evaluation of 8 knee detection algorithms using our opti-
mized hyper-parameters for accurately identifying knees that were manually se-
lected by experts. Higher MCC values and lower standard deviations are better.
Kneedle and Z-Method have the highest median MCC values of 0.45 and 0.5, re-
spectively, with Z-Method achieving much tighter bounds.

configuration was calculated as the product of the miss ratios of L1 and L2. We
modeled a simple write-back policy by treating both reads and writes as cache
references, as done in previous work [87]. The cache eviction policy was config-
ured as either LRU or ARC and was the same in both tiers. We generated two-tier
MRC:s for each trace, for both LRU and ARC replacement policies, resulting in a
total of 212 MRCs.

5.5.2 Knee-Detection Algorithms

We evaluated the accuracy of our framework using Z-Method and several other
knee-detection algorithms: Curvature, DFDT, Kneedle, L-Method, and Menger.
We also included the Fusion method, which considers all points retained by RDP
and relies on our post-processing filters to select relevant knees.

Kneedle finds knees using peak-detection methods, and can be used for single-
knee detection by selecting only the highest possible peak; we call that approach
Kneedle Recursion. We analyzed each method’s ability to find knee points that
had been manually curated in the 212 single-tier MRCs by four domain experts.

Most of our techniques have one or more hyper-parameters that can influence
which points are selected. To achieve the best performance for each MRC, it is
necessary to tune the hyper-parameters of each algorithm appropriately. While
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the default parameters offered acceptable performance, a more complete evalua-
tion requires optimized parameters [17]. Therefore, we developed a cost function
and ran an optimization algorithm for each knee-detection method using all 212
MRCs.

When designing the cost function, we carefully considered the target use case
of our framework. We want to find the ideal parameters that have the lowest error
globally across all MRCs, while keeping the number of knees as close as possible
to the number of knees identified manually. Constraining the number of knees is
necessary since our framework is designed to pick only the most relevant points.
A technique that finds parameters that correctly identify all knee points but also
selects many non-relevant points, while having a high precision score, would be
inefficient for our use case.

We use the Matthews correlation coefficient (MCC) [25] as the basis of our
cost function. MCC measures classification quality by considering the balance ra-
tios of the four confusion matrix categories: true positives and negatives, and false
positives and negatives. Although the knee-detection problem is better modeled as
a regression, we based our evaluation on binary classification, since we wanted to
control the impact of false positives and negatives (i.e., non-relevant points being
classified as knees and vice-versa). Prior work [25] has shown that the MCC is
more informative than an F1-score for evaluating accuracy in binary classification
problems. As such, the cost function we used was the following:

1 — 1 —
Cost(E,K) = - ZMCC(Ei, K;) + max ((E Z yzq) - K, 0) . (5.3)
=0

=0

where E represents the expected (manually selected) knees for all MRCs, and K
represents knees picked for all MRCs (n defines the number of MRCs) by our
framework using some configuration of hyper-parameters and a knee-detection
algorithm. MCC(FE;, K;) represents the MCC computed from the expected and
detected knees of the i MRC. Finally, |K;| represents the number of knees de-
tected in the i MRC, and K represents a threshold for the acceptable number of
knees.

Figure 5.5 shows our evaluation. Three techniques stand out: Fusion, Knee-
dle, and Z-Method. Fusion achieves tighter margins than all other techniques,
spanning only 0.23 MCC between the upper and lower quartiles, suggesting that
the expected performance in unseen traces would be well-bounded. Kneedle and
Z-Method achieve the highest median MCC values of 0.45 and 0.50, respectively,
with Z-Method having a smaller standard deviation when compared with Kneedle.
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Figure 5.6: Running times for 8 knee-detection algorithms. The y-axis scale is
logarithmic. L-Method displays a considerably higher running time than other
methods, due to its high complexity. Other methods are comparable, with Kneedle
and Z-Method having the lowest median running times.

The much tighter bounds of Z-Method are more significant than the improvement
in median, making Z-Method the ideal candidate for our multi-tier evaluation.

We also experimentally measured the time and memory usage of our frame-
work using each knee-detection algorithm for all MRCs. We used the default
hyper-parameters for each algorithm, as they do not significantly impact the over-
heads. The results of the running-time benchmarks are shown in Figure 5.6.

All of the algorithms have comparable execution times across all MRCs with
the exception of L-method. This is especially true for the upper quartile of L-
Method, which is 1307.79 ms. The second highest upper quartile is Kneedle Re-
cursion, which is 74.4% lower than L-Method at 334.62 ms. This is expected
since L-method uses straight-line fitting (O(n?)) for each point to detect the ideal
knee, leading to a time complexity of O(n?). Combined with our recursive algo-
rithm that enables it to detect multiple knees, the expected time complexity for L-
method is O(n?logn). Note that Kneedle (non-recursive version) and Z-Method
have the lowest median running times of 38.59 ms and 40.81 ms, respectively.

The memory overhead is nearly linear in the file size for each MRC, ranging
from approximately 53KB to 71MB after sampling. There were no significant
differences across any of the techniques, so we do not present any further memory
overhead analysis.
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5.5.3 Multi-Tier MRCs

Miss-ratio curves are typically used to find configurations that minimize both miss
ratio and cache size(s). We seek multiple configurations that are optimal in two or
more objectives.

Consider designing a multi-tier cache, with many device options, for a large
workload. With an unlimited budget, one could simply purchase enough DRAM
to hold the entire data set, but that is rarely economical. Instead, most system
administrators will want to trade cost off against performance, meaning that they
will be interested in Pareto-optimal solutions, i.e., those where a given objective
cannot be improved without making one or more others worse.

Only a subset of all possible cache configurations are Pareto-optimal. When
a set contains every Pareto-optimal configuration for a given workload and no
others, it is called the true Pareto-optimal front. Any point in this front minimizes
the cache size(s) and the miss ratio; the front as a whole can be considered to mark
the “best” points.

However, it is often not feasible to find the true Pareto front for a large con-
figuration space. Instead, the space can be sampled in an attempt to find opti-
mal points, creating a Pareto approximation. Our work aims to find a minimal
number of key points in MRCs. Thus, we are trying to find the most significant
Pareto-optimal points by efficiently generating accurate Pareto approximations of
multi-tier MRCs.

There are multiple metrics for evaluating the quality of Pareto approxima-
tions [78]; the most commonly used is the HyperVolume Indicator (HVI) [16],
which measures the size of the space between the points in a front and a user-
defined reference point; a larger space is better.

Figure 5.7 shows an example of how HVI is measured in a 3-dimensional
space. The blue shape represents a simple linear series descending from (0,0,10)
to (10,10,0). If this were a two-tier MRC, the x-axis would be the L1 size, y-axis
the L2 size, and the z-axis the miss ratio. The hypervolume is the volume between
points on the Pareto front (here, the blue shape) and a user-defined reference point,
here the nadir point1 at (10,10,10), where all objectives are maximized. To find
the hypervolume of the point at (5,5,5), we draw a rectangular prism from it to the
reference point. The resulting 5 x 5 x 5 cube has a hypervolume of 125. If we were
to instead find the hypervolume of the point (4,4,4), we would have a 6 x 6 x 6

! Although the reference point is placed at the largest coordinates, prior literature on hypervol-
ume indicators uses the term “nadir” rather than “zenith” because it represents the worst perfor-
mance; we follow that convention.
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Figure 5.7: An example of how the HyperVolume Indicator (HVI) is calculated
for a single point of a 3-dimensional data series. A cube is drawn from the ref-
erence point (10,10,10) to the data point (5,5,5) creating a 5 X 5 x 5 cube with a
hypervolume of 125.

cube with a hypervolume of 216. Thus, configurations with lower cache sizes and
miss ratios result in larger hypervolumes. The total hypervolume of a dataset is
the non-overlapping hypervolume of all points on its Pareto front, making HVI a
useful metric for our multi-knee detection framework.

Another metric highly relevant to our problem is the Ratio of Non-Dominated
Individuals (RNI) [127], which is the fraction of dataset points that are on the
Pareto front. As discussed earlier, points not on the front represent sub-optimal
configurations, so a higher ratio is better. RNI does not measure the magnitude of
quality; instead, it informs us of a point selection technique’s efficiency. There-
fore, evaluating HVI and RNI together is a comprehensive approach to analyzing
techniques that find the minimal number of key points in MRC:s.

We evaluated our framework across all 212 two-tier MRCs using Z-Method,
compared to a naive approach of selecting evenly-spaced points. We also tried
geometrically-spaced points, but this yielded worse results than even spacing so
we omit them from this analysis. It was not practical to evaluate every point
in MRCs containing thousands of points, so we used 50 evenly-spaced points
(Even50) as a reasonable approximation of the full configuration space and the
true Pareto front. We varied the number of evenly-spaced points to most closely
match Z-Method’s average HVI or number of points, resulting in Even4, 10, and
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Avg. Points | Avg. HVI % Avg. RNI
Method "ARCTLRU| ARC | LRU |ARC|LRU
Evend| 20| 20| 59.63 | 61.00 | 0.30| 0.28
Evenl0| 110| 110| 86.43 | 83.31 | 0.39] 0.40
Evenl3| 182| 182] 90.41 | 91.07 | 0.41] 0.34
Even50| 2550 2550[100.00 [100.00 | 0.33] 0.34

Z-Method | 23.33[20.33| 86.99 | 90.75 | 0.94] 0.97

Table 5.1: Evaluation results of our framework using Z-Method across 2-tier ARC
and LRU MRC:s, derived from 106 real-world block traces collected from Cloud-
Physics. The averages of 3 metrics are presented for each algorithm: number of
points (lower is better), HyperVolume (HVI) as a percentage of Even50’s Hyper-
Volume (higher is better), and Ratio of Non-Dominated Individuals (RNI) (higher
is better).

13.

In Table 5.1, we show the averages across all 212 MRCs of the number of
points selected, HVI as a percentage of Even50’s HVI, and RNI. When measuring
the efficiency of a method, a lower number of points and a higher RNI are better;
when measuring the accuracy of a method, higher HVI is better. The number
of points for even spacing is always constant, calculated as X + X? for two-tier
MRC:s using EvenX. Z-Method has HVI similar to that of Even10 for ARC and to
Evenl3 for LRU, but Z-Method evaluates 5.5x fewer points for ARC and 7.7 %
for LRU to get those results. This efficiency is also reflected in Z-Method’s RNI
of 0.94 for ARC and 0.97 for LRU. Conversely, the RNI of the evenly-spaced
methods ranges from 0.28 to 0.41, meaning that the majority of points they select
are sub-optimal and uninteresting to explore.

In Figure 5.8, we show box plots for all 212 MRCs. Figure 5.8a displays
the number of points selected by each technique. We can see that Z-Method and
Even4 selected approximately the same median number of points. A significant
result is that in the worst case, Z-Method still picked fewer points than Evenl10.
We can also see cases where Z-Method picked very few points. There are times
when such a low number of points is appropriate, but this can also represent cases
where the default parameters were too conservative, resulting in too few points
and a low HVL

Figure 5.8b displays the HVI as a percentage of Even50’s HVI. This figure
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Figure 5.8: Evaluation results of our framework using Z-Method across 2-tier
ARC and LRU MRC:s, derived from 106 real-world block traces collected from
CloudPhysics. Box plots of 3 metrics are presented: (a) number of points (lower
is better), (b) HyperVolume (HVI) as a percentage of Even50’s HyperVolume
(higher is better), and (c) Ratio of Non-Dominated Individuals (RNI) (higher is
better).

reveals several outliers where Z-Method performed poorly, but also many cases
where it had a higher HVI than Even50. These results inform us about Z-Method’s
sensitivity to its hyper-parameters. The default parameters worked well for the
majority of our workloads, but needed to be tuned better for others. With the right
parameters, Z-Method performed better than naive approaches while selecting
a minimal number of points. Lastly, Figure 5.8c displays the RNI. Z-Method
consistently had a greater RNI than all of the evenly spaced methods, indicating
that it properly identified key points. We can also see that there were diminishing
returns when increasing the number of evenly spaced points. The median RNI
decreased from Evenl3 to Even50, meaning that Even50 selected many points
that did not contribute to the Pareto front.

In Figure 5.9, we show visualizations of the points chosen by each method for
a few selected two-tier MRCs with fairly different characteristics.> Figure 5.9a
(top row) displays the MRCs for workload w04 using LRU replacement, where
several knees of various sizes are followed by gradually-sloped regions. We can

2A similar figure that appeared as Figure 4 in an earlier version of this paper [37] inadvertently
showed visualizations for Even5 instead of Even4.
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Figure 5.9: Examples of point selection on two-tier MRCs that highlight three dif-
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indicates the total of number of points (lower is better), H is the HyperVolume as
a percentage of Even50 (higher is better), and R is the Ratio of Non-Dominated
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see that Z-Method accurately selects each knee, achieving 92% of Even50’s HVI
while evaluating over 100 x fewer points. Conversely, Even13 and Even4 perform
poorly, selecting points at the tops of the cliffs before the knees, resulting in lower
HVT’s of 86% and 49%, respectively. When several knees are present, Z-Method
has more opportunities to exploit these significant improvements in miss ratio,
performing much better than evenly-spaced points.

Figure 5.9b (middle row) displays the MRCs of workload w66 using ARC
replacement, which exhibits large amounts of non-monotonicity, creating several
hilly regions. Z-Method finds the interesting knee points at the hill bottoms, while
the post-processing filter prevents selecting any points at the hilltops. Z-Method
is even more efficient here than in the previous figure while still being highly
accurate, selecting only 20 points and achieving 93% of Even50’s HVI. Evenl3
gets close to Z-Method’s HVI, but requires 9.1 X more points.

Finally, Figure 5.9¢ (bottom row) displays the MRCs of workload w06 using
ARC replacement, which contains only a couple of interesting points at the very
beginning of the plot. Z-Method finds 3 points in this tiny space that are more op-
timal than those found by Even4 or Even13; it also does not waste time exploring
the large, flat MRC region that offers almost no improvement in miss ratio. With
only 9 points, Z-Method achieves 97% of Even50’s HVI, while Even13 evaluates
20.2x more points but achieves only 94% of Even50’s HVI. MRCs that contain
only a handful of good points are fairly common, even in multi-tier settings, and
our framework dramatically reduces the time spent exploring them.

5.6 Evaluation: Population Initialization

In this section, we show how our multi-tier knee detection framework can also
be applied to population initialization for evolutionary algorithms, to search large
configuration spaces more efficiently [43, 33]. In many cases, evaluating the fit-
ness of a configuration is an expensive operation, making the speed of conver-
gence particularly important. The initial population of an evolutionary algorithm
functions as the first guess at a set of good solutions, so the population’s qual-
ity can significantly influence the quality of the final solution and the speed at
which an algorithm converges [3, 68]. As such, heuristics to intelligently select a
population have been developed for a variety of scenarios and optimization prob-
lems [136, 11]. Evaluating multi-tier caching systems fits this scenario well; re-
playing a workload repeatedly on numerous cache configurations can be costly in
both time and money. We demonstrate how the key points found by our multi-knee
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detection framework can be used to seed the initial population of evolutionary al-
gorithms.

5.6.1 Experimental Setup

We configured each experiment with choices for an input I/O trace, a population-
initialization technique, an evolutionary algorithm, a knee-detection algorithm, a
cache-replacement algorithm, and two parameters controlling the stopping criteria
for the optimization. For each configuration, we analyzed the convergence of an
evolutionary algorithm with each of the population-initialization techniques and
with our multi-knee detection framework.

We used our PyMimircache [155] cache simulator extension (see Section 5.5.1)
for all experiments. Simulation enabled us to study a wide variety of configura-
tions, as trace replay on real hardware would be far too slow and would limit the
configuration space we could explore. We optimized a single variable, cache size,
for the performance metric of I/O operations per second (IOPS) per dollar ($), or
IOPS/$. We calculated theoretical values for the IOPS using the same methodol-
ogy as eMRC [87], and computed dollar costs from a given configuration’s cache
size and current market values for that type of device [6, 131]. We normalized
both the IOPS and dollar cost and then combined them to determine IOPS/S$.

We evaluated this use case on three different sets of real-world block traces ob-
tained from CloudPhysics [141] and the publicly available FIU [138] and MSR [100]
traces, for a total of 151 individual traces. We used uniform randomized spa-
tial sampling [141, 142] with a size-based sampling rate R (ranging from 0.1 to
0.0001) on the larger traces to reduce the running time while maintaining an ac-
curate representation of the original trace. Our sampling produced a fairly diverse
set of MRC sizes, with a mean of 70,446 + 110, 014 blocks, ranging from 263 to
829,424 blocks.

We evaluated the speed of convergence of evolutionary algorithms using four
population-initialization techniques: our multi-knee detection framework, random
initialization, Latin Hypercube sampling (LHS) [98], and Halton sequences [136].
For techniques that include randomization (all but multi-knee), we ran them three
times with different random seeds to obtain stable results. Three seeds is generally
considered the minimum acceptable number for this type of analysis. However,
given the size of our dataset and configuration space, even three random seeds
resulted in experiments that required significant running time while still remain-
ing viable. We ran a total of over 3M experiments, which sufficiently covers the
search space, allowing us to evaluate our proposed solution with statistical confi-
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dence. We experimented with three types of evolutionary algorithms: Generalized
Differential Evolution 3 (GDE3) [73], a Genetic Algorithm (GA) [56], and Parti-
cle Swarm Optimization (PSO) [69]. We focused on a subset of the knee-detection
algorithms available in our framework: Menger, Kneedle, and Z-Method. We se-
lected these three because Menger represents a baseline knee-detection method
that uses a local feature, Kneedle is a well-known algorithm that greatly bene-
fits from our framework, and Z-Method is our novel algorithm designed for this
specific application.

We used both Adaptive Cache Replacement (ARC) and Least-Recently Used
(LRU) cache replacement policies. These two popular policies present interesting
scenarios for multi-knee detection since the MRCs produced by LRU are guaran-
teed to be monotonically decreasing, while ARC’s MRCs can contain both convex
and concave regions (see Section 5.2.1). Lastly, we enforced two types of stopping
criteria for the optimization: (1) the number of evaluations and (2) an objective
value that was some percentage of the “best” value for that configuration. The
number-of-evaluations stopping criterion was fixed at 300. We found this value
sufficient to allow approximately 99% of our experiments to converge. To han-
dle the objective-based stopping criterion, for each trace we simulated 1,000 cache
sizes evenly spaced from the minimum to the maximum and calculated their [OPS
and dollar costs. We obtained the maximum IOPS/$ from these simulations, and
treated it as the “best” value when calculating the objective stopping criterion for
all optimizations involving that trace.

A rule of thumb for the population size is to use ten times the number of
parameters in the solution [123]. Since we are only trying to optimize a single
parameter (cache size), this implies a minimum population of size 10. If our
framework picks fewer points, we iteratively selected points in the center of the
largest gap in the curve until we reached 10. It is also possible to optimize the
hyper-parameters of the techniques in our framework to select a desired number
of points, but we did not explore hyper-parameter optimization in this work.

5.6.2 Acceleration Rate

We evaluated our experiments using the overall acceleration rate (AR) [108] to
quantify the increased convergence speed when using our framework to select an
initial population for evolutionary algorithms. This metric compares the number
of function calls (NFCs) made by two separate sets of optimization problems.
For our purpose, the NFCs will correspond to the number of epochs (iterations)
an evolutionary algorithm takes to converge. Each optimization problem uses an
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evolutionary algorithm to optimize the IOPS/$ of a cache and has several param-
eters: an input trace, an evolutionary algorithm, a knee-detection algorithm, a
population-initialization technique, a threshold for the value-based stopping crite-
rion, and a cache-replacement algorithm. The AR compares two sets of problems
and reports the percent difference in convergence speed. For all of our evaluations,
we compared a set of problems P M that use our multi-knee detection framework
for population initialization, against a set PO that uses some other technique for
initialization. The AR is calculated as follows:

|PM| :
AR=(1- Zimlol NECIPAL) ) 1009 (5.4)
>ii NFC(PO;)

i.e., an x% AR implies an x% reduction in running time.

We evaluated 151 traces, four population initialization techniques, two cache-
replacement algorithms, and three variations of all other parameters, resulting in
32,616 total problems and over three million cache simulations. The overall AR
achieved using our multi-knee detection framework for population initialization
was 34%. In the remainder of this section, we show the effects of each configura-
tion parameter by creating subsets of the total problems via parameter constraints.

Figure 5.10 presents bar plots showing the AR achieved using our multi-knee
detection framework for population initialization. Each bar represents a compar-
ison between two sets of optimization problems, PM and PO, which are dif-
ferent sets for each bar, depending on the constraints of the axes and legend.
P M uses our multi-knee detection framework for population initialization with
a knee-detection algorithm identified by the color of the bar (Menger, Kneedle,
or Z-Method). PO uses the initialization technique shown on the x2-axes (top
of figure): a pseudo-random number generator (Random), Latin Hypercube sam-
pling (LHS), or Halton sequences. The value of the objective threshold ¢ stopping
criterion for both problem sets is shown on the y2-axes.

In each plot, we show three knee-detection algorithms: Menger, Kneedle,
and Z-Method. The bars labeled “Menger” represent a baseline knee-detection
method; it was the least accurate of those depicted. “Kneedle” is the robust ver-
sion that we optimized for this scenario; we employed Global RDP (gRDP) be-
fore using Menger or Kneedle, reducing noise in the MRCs and improving knee
detection. After the knee-detection phase, we applied the post-processing filters
described in Section 5.3.1 to refine the selected knees.

We varied the objective-threshold stopping criterion ¢ between 99%, 98%
(omitted in Figure 5.10 for brevity), and 95% for all configurations. We observed
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Figure 5.10: The acceleration rate (AR) achieved using our multi-knee detection
framework for population initialization vs. other techniques. The height of each
bar represents the acceleration rate (y-axis), where higher is better. The bottom
row represents experiments using the objective threshold ¢ = 95%; the top row
is those using ¢ = 99% (the most challenging threshold to meet). Each group of
bars, from left to right, shows the AR using our framework for population initial-
ization with the baseline (Menger, in blue), with Kneedle (orange), and with our
Z-Method (green), each evaluated against three different initialization methods on
the x2-axis (Random, LHS, and Halton, at the top of the figure). (a) shows the AR
for three different Evolutionary Algorithms on the x-axis (GA, GDE3, and PSO),
with results included from both LRU and ARC cache replacement algorithms. (b)
shows the same results as in (a) but separated by LRU vs. ARC, with results in-
cluded from all three Evolutionary Algorithms.
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that a lower threshold usually yielded a lower AR. A higher threshold makes op-
timization more difficult by requiring a solution closer to the most optimal value.
Thus, a lower threshold increases the number of acceptable solutions, giving less-
informed population initialization techniques a better chance at finding a solution.

Figure 5.10a shows the effects of using different evolutionary algorithms. The
optimization problems analyzed in each group of bars are shown on the x-axis:
Genetic Algorithm (GA), Generalized Differential Evolution 3 (GDE3), and Par-
ticle Swarm Optimization (PSO). Results in this figure include problem sets with
configurations using both ARC and LRU cache replacement. Therefore, in the
upper leftmost subfigure of Figure 5.10a, the first blue bar on the left represents,
for the 151 traces, the AR for all optimization problems using: (1) our framework
with Menger for population initialization vs. Random, (2) using a Genetic Algo-
rithm (GA), (3) with either ARC or LRU cache replacement, and (4) an objective
threshold ¢ = 99%.

Z-Method is our novel method designed for this task; it outperformed Kneedle
in most cases. Kneedle was still competitive, usually only a few percent behind
Z-Method and even winning by a small margin in three out of the 18 configu-
rations displayed. (It should be noted that Kneedle benefited greatly from our
framework’s pre- and post-processing filters, and that Kneedle on its own yielded
much poorer results; see Section 5.2.2). We also saw a wide range of AR values
in these configurations, from under 10% AR (Menger with PSO) to over 50% AR
(Z-Method with GA). Lastly, ranking the AR from highest to lowest yields GA
(best), GDE3, and then PSO. We attribute this ranking to the difference in effi-
ciency of the evolutionary algorithms. The more efficient algorithms have a lower
AR because they are less sensitive to the initial population.

Figure 5.10b shows the effects of using either ARC or LRU cache replacement.
Results in this figure include problem sets with configurations using any of the
three evolutionary algorithms. The most relevant difference between ARC and
LRU is that LRU MRCs always decrease monotonically, while ARC can have
both convex and concave regions (i.e., can go up and down). This poses a unique
challenge for knee detection, since a curve can have a knee that is less optimal than
a previous point. Said differently, in ARC and similar non-stack cache algorithms,
counterintuitively, adding more cache can actually hurt performance. This non-
monotonic property can also distort many metrics that knee-detection algorithms
use to detect or rank points. Z-Method significantly outperformed Kneedle for
all ARC cases in Figure 5.10b, while Kneedle beat Z-Method somewhat for all
but one of the LRU configurations. This is to be expected, as Z-Method was
originally designed with cache optimization for non-monotonic MRCs in mind,
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enforcing constraints in a grid-like pattern to prevent proximal knees. Conversely,
Kneedle was designed under the assumption of monotonicity. Again, we note that
our pre- and post-processing filters were essential to Kneedle’s good results.

The population-initialization techniques did not alter any of the previous trends
we observed in Figure 5.10, but we did see an approximately 5% difference in
AR between the worst and best case: Random performed the worst, followed by
Halton, and then LHS. These results are consistent with those seen in previous
studies [98, 136, 11].

5.7 Conclusion

The many configurations of multi-tier caching systems produce a wide range of
performance and costs. As the configuration space continues to grow due to ad-
vancements in caching and storage technology, exploring the space through phys-
ical experiments or traditional simulation becomes infeasible.

We introduced the novel concept of applying multi-knee detection to MRCs
using a framework for selecting key points, reducing the cost of exploration signif-
icantly. We present Z-Method, an algorithm that robustly and efficiently identifies
multiple key points in MRCs with minimal overhead. We also designed a recur-
sive algorithm that enables any single-knee-detection algorithm to find multiple
knees. We demonstrated that our framework using Z-Method can be applied to
reduce the total number of points required to identify optimal two-tier cache con-
figurations by an average factor of approximately 5.5x for ARC and 7.7x for
LRU compared to naive approaches. Finally, we evaluated our framework across
a highly diverse set of configurations and datasets for the additional application
of seeding the initial population of evolutionary algorithms, showing an overall
acceleration rate of 34% compared to commonly used population-initialization
techniques.
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Chapter 6

Visual Analytics and Performance
Modeling

This chapter presents additional techniques for exploring and analyzing complex
system design spaces. It focuses on interactive visualization methods for analyz-
ing high-dimensional configuration spaces, along with modeling techniques that
capture workload behavior to support performance reasoning. Together, these ap-
proaches support systematic reasoning about performance trade-offs and guide
more efficient system design.

6.1 Advanced Interactive Visualizations

To further support exploration, we developed advanced interactive visualizations,
including an interactive configuration explorer for studying how categorical pa-
rameters affect system performance, a parallel-coordinate axes-reordering frame-
work that reveals patterns and relationships among configuration parameters, and
an empty-space search algorithm to uncover promising configurations hidden in
sparsely sampled gaps of the space.

6.1.1 ICE: An Interactive Configuration Explorer for High Di-
mensional Categorical Parameter Spaces

Modern tiered storage and memory systems expose large, high-dimensional con-
figuration spaces dominated by categorical parameters, making it difficult to rea-
son about trade-offs using traditional plots or automated search alone. To address
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Figure 6.1: Interface of our Interactive Configuration Explorer (ICE) tool used to
explore high dimensional parameter spaces. This example shows the use of the
ICE in a computer systems performance optimization scenario. A is the Parameter
Explorer. It shows the distribution and statistics of the numerical target variable
in the context of the various categorical variables (or parameters), labeled by the
green buttons at the bottom of the interface (e.g., Workload, File System). Each
parameter has levels e.g., Workload has 4 levels (dbsrvr, filesrvr, mailsrvr, and
websrvr), and each level has an associated bar displaying the statistical informa-
tion about the numerical target variable (here, system throughput) for this level.
Analysts can interactively deselect (and select) parameter levels to filter out the
associated parameter configurations throughout. B is the Aggregate View, which
visualizes the joint distributions of all currently selected parameter levels. C is
the Provenance Terminal, to keep track of the changes in the target variable over
the course of the user interactions. D shows the information contained in each bar
inside the Parameter Explorer and Aggregate View.
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this, we contributed to the design and evaluation of the Interactive Configuration
Explorer (ICE), a visual analytics tool developed to support performance-driven
configuration exploration [132]. ICE was motivated by the observation that com-
mon techniques such as parallel sets, dimensionality reduction, or dashboards
either lose information, obscure distributions, or do not scale as the number of
parameters grows.

ICE’s design is illustrated in Figure 6.1, which decomposes the exploration
workflow into four coordinated views. Figure 6.1 A shows the Parameter Explorer,
where each categorical parameter is expanded into its individual levels, and each
level is represented by a range-distribution bar encoding the full throughput dis-
tribution, key percentiles, extrema, and mean. This view allows direct comparison
of how individual configuration choices affect both performance and variability,
and supports interactive filtering by enabling analysts to deselect unpromising
levels. Figure 6.1B presents the Aggregate View, which collapses all currently
selected parameter levels into a single range-distribution bar, providing an im-
mediate summary of the joint performance distribution induced by the current
configuration. Figure 6.1C shows the Provenance Terminal, which records how
the maximum and minimum achievable throughput evolve as the analyst itera-
tively filters the space, enabling backtracking and comparison between alternative
exploration paths. Finally, Figure 6.1D annotates the internal structure of the
range-distribution bars, clarifying how percentiles, extrema, and the underlying
distribution are encoded. Together, these components allow analysts to reason
about multi-objective trade-offs, such as peak throughput versus stability, without
information loss or visual clutter, even in large, high-dimensional configuration
spaces.

We used ICE to analyze storage system configuration spaces derived from
multi-year performance measurements collected in our lab. The tool was devel-
oped around requirements we identified as systems researchers, including com-
paring full throughput distributions, reasoning about variability and stability, and
tracking iterative configuration filtering decisions. ICE enabled systematic ex-
ploration of performance trade-offs across large categorical parameter spaces that
were difficult to analyze using existing visualization techniques.
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PC-Expo
roperties

Figure 6.2: PC-Expo is a real-time all-in-one Parallel Coordinate Plot (PCP) axes
reordering framework. PC-Expo detects local properties in high-dimensional data
that can be used to reorder the PCP axes automatically or with human-in-the-loop
(HIL) interactions A. We have implemented detectors for the 12 most common
data properties used to reorder PCPs, shown on the properties panel B. Users can
create their own optimization scheme using a weighted sum of these properties,
by selecting respective properties and weights from (B), summarized as a donut
chart E for automated axes reordering. PC-Expo also supports HIL axes reorder-
ing via a heatmap and local views D, C, and F. D summarizes the weighted sum of
user-selected properties detected locally for each axis pair. C shows where these
visualization properties were detected for a particular axis pair, with a linked scat-
terplot F for visualizing the 2D data points. Users can manually reorder the axes
using these local views by clicking on D sequentially. The granularity slider in
B lets users control the size of local regions used to detect the properties. Area
charts next to PCP axes in A show the local regions where the properties selected
on (B) are detected on the axis.
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6.1.2 PC-Expo: A Metrics-Based Interactive Axes Reordering
Method for Parallel Coordinate Displays

Parallel coordinate plots are widely used for analyzing high-dimensional systems
data, but their effectiveness depends critically on axis ordering, which determines
which patterns are visually apparent. Existing automated reordering techniques
typically optimize for a single global metric and lack support for localized patterns
or human-in-the-loop refinement. PC-Expo addresses these limitations by provid-
ing a unified framework for real-time, explainable, and localized axes reordering
that supports both automated optimization and interactive exploration [133].

Figure 6.2 illustrates the PC-Expo interface and workflow. Figure 6.2A shows
the main parallel coordinate plot augmented with area charts that summarize where
selected properties are detected locally along each axis, supporting explainability
of the final ordering. Figure 6.2B presents the properties panel, where users select
from twelve common PCP properties and control both their relative weights and
the localization granularity. Figures 6.2C and F provide local views and linked
scatter plots that expose the specific data regions contributing to detected pat-
terns, allowing users to inspect and validate local structure before reordering. Fig-
ure 6.2D shows the heatmap that aggregates the weighted property scores for each
axis pair, enabling both automated reordering and human-in-the-loop selection.
Finally, Figure 6.2E summarizes the global optimization objective via a donut
chart that visualizes the contribution of each selected property.

We applied PC-Expo to systems datasets involving high-dimensional perfor-
mance and configuration parameters. The framework directly addresses the need
to identify local structure, balance multiple analytical objectives, and understand
why a particular axes ordering exposes specific patterns. Through evaluation, PC-
Expo enabled faster exploration and produced higher-quality axis orderings than
prior PCP reordering techniques, particularly for systems workloads with com-
plex, localized behavior.

6.1.3 Into the Void: Mapping the Unseen Gaps in High Dimen-
sional Data

High-dimensional configuration spaces are often sparsely sampled, leaving large

regions unexplored despite the potential for high-quality configurations. Gap-

Miner addresses this problem by explicitly identifying and exploiting empty spaces
in configuration datasets, treating them as opportunities rather than artifacts of
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Figure 6.3: GapMiner visual interface where a selected ESC is reflected in all dis-
plays. (A) Control Panel. From top to bottom: (a) File Selector to load a dataset
of initial verified configurations with values for all parameter variables. (b) Target
Variable Configurator with an interface for breaking its value range into discrete
intervals. (c) Empty-space Search Algorithm (ESA) Configurator to select the
ESA and a slider to set the ESC batch size. (d) Empty-Space Configuration (ESC)
Range Selector to control which target variable intervals are used for display and
ESC proposals. (e) Overview Quality Monitor screeplot that shows the amount of
data variance captured by the Overview (PCA) Display. (B) Overview (PCA) Dis-
play with data distribution contours, raw or modified ESCs rendered as points, and
color legend. (C) Empty-space Configuration (ESC) Editor. From left to right: (a)
Parallel Coordinate Plot Display where users can configure ESCs starting from a
raw ESC or an existing configuration. (b) Neighbor Display of the selected ESC
providing a local view of the distribution of its nearest existing configurations.
(D) Progress Tracker. From top to bottom: (a) Budget/Reward Display that cap-
tures the aggregated evaluation cost and merit of the ESC exploration so far. (b)
Training Status Display of the assistive DNN. (c) Pareto Frontier plot that shows
the Pareto frontiers of existing configurations (red) and ESCs (gray) with respect
to two user-chosen merit (target) variables.
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sparsity [162]. The system combines a physics-inspired Empty-space Search Al-
gorithm (ESA) with interactive visual analysis, enabling systematic discovery of
novel configurations that are far from existing samples yet promising with respect
to target objectives.

Figure 6.3 shows the GapMiner interface and its coordinated views. Fig-
ure 6.3A presents the Control Panel, which allows users to load verified con-
figurations, define target variables and value intervals, configure the ESA, and
monitor how well the PCA-based overview captures data variance. Figure 6.3B
shows the Overview (PCA) Display, where density contours summarize exist-
ing configurations and proposed Empty-Space Configurations (ESCs) appear as
points, providing global context for sparsity and clustering. Figure 6.3C is the
ESC Editor, combining a parallel coordinate plot for refining configurations with
a neighborhood display that reveals the local geometry and topology of the sur-
rounding empty space. Figure 6.3D shows the Progress Tracker, which integrates
budget tracking, DNN training status, and a Pareto frontier view to support multi-
objective evaluation and guide verification effort.

We used GapMiner to explore multi-tier cache configuration spaces derived
from real system workloads, where the number of possible cache size and latency
combinations makes exhaustive evaluation infeasible. The interface supported
reasoning about how candidate ESCs relate to existing cache designs, exposing
trade-offs between average throughput and purchase cost and revealing which
cache parameters mattered despite contributing little to global variance. In the
caching case study, this process led to the discovery of previously unsampled
cache configurations that expanded the throughput-cost Pareto frontier more ef-
fectively than random sampling or ESA-only search, while limiting the number of
expensive system evaluations required.

6.2 Distribution Fitting

Accurately modeling storage system performance requires realistic representa-
tions of request inter-arrival and service-time behavior. Commonly used distribu-
tions, such as Exponential or Normal, offer analytical simplicity but fit real storage
workloads poorly, while heavy-tailed alternatives often yield undefined moments
or unstable models. We addressed this gap by systematically evaluating which
distributions both fit real storage workloads well and remain suitable for practical
performance modeling [140].

We analyzed over 250 block-layer storage traces spanning five workload fam-
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ilies and evaluated twenty widely used distributions using multiple goodness-
of-fit and complexity metrics, including (1?), Jensen-Shannon divergence, log-
likelihood, AIC, and BIC. Across workloads and metrics, a two-phase Hyper-
exponential distribution consistently provided the most accurate and robust fit,
outperforming commonly used alternatives while avoiding overfitting. Unlike
many heavy-tailed distributions that fit individual traces well but fail to general-
ize, the Hyper-exponential captured both burstiness and long-tail behavior across
diverse storage systems with a small number of parameters.

The structure of the Hyper-exponential distribution enabled exact Markov-
chain—based performance models that are not feasible with most other fitted dis-
tributions. Using H2/H2/1 queuing models, we predicted mean response time for
real mobile storage traces with a median error of 17.5%, compared to 48.8% for
Exponential-based models. This modeling approach supported efficient what-if
analyses of storage behavior, including workload variability, flash-induced delays,
and transient load spikes, without requiring costly system experimentation.
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Chapter 7
Proposed Work

We introduce the proposed work in this section to describe the specific research
tasks and methodologies we plan to incorporate into the thesis. This section ex-
plains two main proposed works: CXL-based migration and tiered-memory mi-
gration.

Proof-of-concept prototype In this thesis proposal, we plan to extend QEMU
to enable live VM migration using both CXL and tiered memory. As a proof-
of-concept, we implemented a QEMU prototype that migrates over CXL using
QEMU’s native channel interface and transparently tiers guest memory in a CXL
Type 3 device that is shared by both machines.

Our prototype requires two host machines to be sharing a CXL Type 3 de-
vice in DAX mode. It utilizes the standard pre-copy algorithm (QEMU’s default
option), which still includes dirty page tracking and the retransmission of dirtied
pages. We designed a QEMU channel inspired by the SOSP 2025 paper Oasis,
consisting of decoupled control and data path structures [165]. Both structures
are stored on the shared CXL device: the control path consists of a fixed-size ring
buffer that is stored at the beginning of the device and is immediately followed
by the data buffers. Each control slot in the ring buffer contains the offset of the
payload, along with a control bit to indicate that it is ready to be accessed by the
destination machine (i.e., the stores to both the control slot and corresponding data
buffer are 100% complete).

Data transfers over the CXL device work as follows: For every chunk of data
needed to be migrated, the source machine stores the payload in the next available
data buffer and the pointer to that payload in the next available control slot of the
ring buffer. After both stores are complete, the source machine flips the control
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bit of the control slot it just accessed. Meanwhile, the destination machine has a
dedicated polling thread that is separate from the main QEMU thread. This thread
constantly polls on the ring buffer, checking for when the next slot is ready to
be accessed. When it detects a control bit has been flipped, it notifies the main
thread by incrementing an event £d. The destination’s main QEMU thread then
accesses the payload and flips the corresponding control bit.

Since CXL 2.0 does not implement coherent sharing, which is introduced in
CXL 3.0, both machines must carefully coordinate to manage coherency. For the
source machine, store instructions may remain in local CPU caches rather than
being stored in CXL memory. Therefore, they must issue a flush instruction for
every cache line they modify. In addition, after all stores to the data buffer and
corresponding control slot are complete, they must issue a fence instruction to
ensure proper ordering before the control bit is flipped. Likewise, when the reader
issues a load instruction, any cache lines that reside in their local CPU caches
will be read rather than the relevant data stored on the CXL device. The reader
must also issue flush and fence instructions to invalidate these stale cache lines,
ensuring data is loaded from the CXL device. Managing coherency in this way
adds a small amount of overhead.

We have gained access to servers with CXL hardware through a collabora-
tion with Microsoft Azure. Simple benchmarks revealed that we could achieve
23.53GB/s throughput on a x8 CXL link in one direction. This was reduced by
approximately 9.6% to 21.27 GB/s when we flushed and fenced every 64-byte
cache line. These results are consistent with those in the literature (see Chap-
ter 2.3).

While CXL bandwidth can technically be realized in both directions since
PCle supports bi-directional transfers, it is unlikely that we would achieve this
performance in practice due to the coordination required between hosts when
managing coherency. In the worst case, the destination machine would have to
wait for the source machine to completely finish writing all of its data to the CXL
device before it accessed it, effectively cutting the bandwidth in half. A more re-
alistic approach involves transferring data in chunks so that both machines can be
actively transferring data as much as possible.

While bandwidth may be somewhat reduced by the overhead of managing
coherency, CXL can still achieve much greater bandwidth than RDMA via inter-
leaving across multiple lanes and devices. CXL servers typically employ multiple
CXL devices, providing up to 64 lanes in total on current production systems such
as Intel Xeon 6 (Granite Rapids) [124, 70, 106, 107]. By default, the CPU inter-
leaves memory accesses at a 256-byte granularity, effectively combining the band-
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width of multiple CXL devices to achieve approximately 240GB/s [165]. In com-
parison, we measured approximately 11GB/s using RDMA write over 100Gbps
between Mellanox ConnectX-5 and Mellanox ConnectX-6 Ex RNICs. This re-
flects a fair comparison between 100Gbps RDMA and PCle 5.0 CXL configura-
tions, demonstrating that CXL can enable significantly higher bandwidth, making
it a stronger candidate for live VM migration.

CXL-based migration We first propose to implement a CXL-based migration
method that improves on our prototype, eliminating the overhead of the native
QEMU channel interface while removing the need for both dirty-page tracking
and the retransmission of dirtied pages. In traditional migration, pages that are
re-dirtied by the guest VM on the source machine after they are initially copied to
the destination machine must be retransmitted in the next iteration of the pre-copy
phase (see Chapter 2.1). The core reason for this is that the destination machine
does not have direct access to the local memory of the source machine (i.e., mem-
ory must be transferred over the network). We can overcome this limitation by
exploiting the fact that both machines can access pages directly from the shared
CXL device after they are transferred only once.

Our proposed migration method is inspired by Grapentin et al.’s work on
POWERD9-based disaggregated migration [46]. We propose to extend their work
to CXL and explore ways to improve on their techniques. Our method of migra-
tion will consist of three phases:

Phase 1: The first phase involves the source machine transferring all of the
VM’s memory pages to the shared CXL device. During this phase, the VM is
active and can freely access all pages. Traditional migration marks the entire
guest VM’s memory space as read-only, faulting on all writes so that it can track
which pages have been dirtied, and then iterating numerous times while retrans-
mitting dirtied pages. Instead, we iterate over every page a single time, issuing
amprotect (), amemcpy (), and then a mmap () with the MAP_FIXED ar-
gument. This effectively marks the page as read-only for the very brief duration
of the memcpy. The call to mmap () with MAP_FIXED remaps the hypervisor’s
pointer for the guest’s page to point to the CXL device rather than the source ma-
chine’s local DRAM. The active guest VM can then write to this page since it is
stored in CXL memory and has not been marked as read-only. In the unlikely
event that the guest accesses that page in this brief window of time, it will trig-
ger an interrupt. As a base method, we will implement an empty signal handler
that captures the fault and does nothing, which simply signals the machine to try
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the access again. We plan to explore if there are better ways to utilize the signal
handler, such as tracking these pages to assist in tiering decisions.

Phase 2: The second phase begins once all pages have been transferred to
CXL. At this point, the VM is paused and the remaining memory contents such
as VCPU states and device states are transferred to CXL. After this is complete,
the destination machine can immediately resume execution of the guest VM by
directly accessing the shared CXL memory.

Phase 3: The final phase consists of a tiering decision by the destination ma-
chine. It can leave all of the pages in CXL, or launch background thread(s) that
copy some or all pages from CXL to local DRAM. This phase also offers a unique
opportunity to make more intelligent decisions on which pages to migrate.

Our migration strategy is designed to significantly reduce total migration time,
limit blackout duration, and minimize data transfers between machines. In addi-
tion, we will implement custom RAM handlers that use direct load/store seman-
tics, avoiding the overhead of QEMU’s native channel interface. This design will
enable scalable performance as the number of CXL devices and PCle lanes in-
creases, delivering substantially higher throughput than traditional network-based
methods such as RDMA.

Tiered-memory migration Our second proposal is to implement tiered-memory
migration in QEMU. Tiering memory with CXL has been shown to substantially
increase memory capacity with minimal performance impact, improving resource
utilization while maintaining near-DRAM performance (see Chapter 3.4). The
benefits of tiered-memory migration are both straightforward and significant. By
tiering some amount of guest memory in a CXL device that is shared by both the
source and destination machines, this memory does not need to actually be trans-
ferred during live migration. Directly reducing the amount of data transferred
leads to a proportional reduction in total migration time, which should roughly
match the percentage of memory that is tiered.

We plan to implement tiering in a way that is entirely managed within the
hypervisor and completely transparent to the guest VM. The guest will see both
memory sources as a single device, unaware of whether pages are backed by lo-
cal DRAM or remote CXL memory. QEMU currently supports backing guest
system RAM entirely from a memory-backed file, but does not support tiering of
different types of memory (i.e., tiering local heap RAM and CXL memory). The
implementation requires new data structures for tiered memory, mechanisms to
migrate them without moving the data, and precise coordination of CXL memory
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pointers between both machines.

Our base design will naively place some portion of the guest memory on the
CXL device. We consider this approach to be adequate for demonstrating the
benefits of tiered-memory migration. However, we believe there are many oppor-
tunities to more intelligently tier guest memory as well as migrate that memory
(see Chapter 8). Ultimately, tiered-memory migration offers a simple yet power-
ful way to reduce migration time and memory movement without compromising
guest performance.

Evaluation plan Our evaluation will include experiments run on Microsoft Azure’s
CXL hardware, consisting of two physical servers sharing a Type 3 memory ex-
pansion device. If possible, we will also experiment with their servers that in-
terleave across multiple CXL devices to demonstrate CXL’s superior bandwidth
capabilities.

We will conduct both guest and hypervisor benchmarks. Guest benchmarks
will measure performance metrics from applications running inside the VMs, such
as the throughput of a database before, during, and after migration. We plan to test
a variety of applications: a database (MySQL), a key-value store (LevelDB), and a
web server (Apache). Hypervisor benchmarks will assess the time required to mi-
grate a VM from one server to another, the duration of any pause in VM execution
during migration, and the total amount of data transferred between servers.

We will compare CXL-based migration to both TCP- and RDMA-based mi-
gration, with and without tiering. Additionally, we will evaluate hybrid approaches
with tiering, where tiered memory resides on CXL but local memory is migrated
using TCP or RDMA. We believe there are still workloads and system configu-
rations where this could be beneficial, such as when the available RDMA hard-
ware is more advanced than the CXL hardware and when the guest workload is
relatively idle, resulting in minimal dirty page activity and retransmission over-
head. Together, these experiments will provide a comprehensive understanding of
the trade-offs between migration strategies and highlight the practical benefits of
CXL and tiered memory in real-world scenarios.

75



Chapter 8

Future Work

In this chapter, we discuss potential future work that extends beyond the scope of
this thesis. These future directions focus on intelligent page placement for CXL-
based migration and CXL-aware multi-VM placement to enhance performance,
scalability, and energy efficiency.

Migration with intelligent page placement Page placement is the process of
deciding which pages reside in each memory tier. In this work, we propose to im-
plement tiered migration with a naive page-placement baseline (see Chapter 7):
CXL remote memory is simply used to expand the memory capacity of the guest
VM, and no techniques are applied to actively manage placement across tiers.
Because CXL memory has roughly twice the latency of local DRAM (see Chap-
ter 3.4), minimizing accesses to it is critical for performance. Prior studies show
that with effective placement, CXL can expand capacity while keeping latency-
sensitive workloads within a few percent of DRAM performance [92, 164, 151,
86]. However, these studies focus on placement managed by the host operating
system or hardware, whereas in our design the hypervisor is responsible for man-
aging the guest’s memory tiering.

Our implementation presents some unique opportunities for collecting useful
placement information during migration. There is a very brief window during the
one-time copy when a page fault can occur if the guest VM accesses a page that
is currently being copied. While our CXL-based migration does not require dirty-
page tracking to ensure a complete transfer, we can still record these faults as hints
for future placement. Pages that trigger faults are likely to be accessed again and
should be promoted to the fastest tier, local DRAM.

In the final migration phase, the destination host decides whether to copy
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memory staged on the CXL device into DRAM. Using the hints gathered ear-
lier, we can prioritize transferring hot pages into DRAM, reducing the likelihood
of expensive future accesses to CXL memory. In general, it is worth exploring
whether placement managed entirely within the hypervisor can be more effective
than techniques that rely on the host operating system or hardware.

Multi-VM placement Multi-VM placement refers to deciding where groups of
virtual machines should run so that service-level objectives (SLOs) are met while
resources are used efficiently. Future work can examine how CXL might improve
multi-VM placement in clusters that balance performance targets with operational
goals. Prior studies emphasize availability as the primary objective, defined as
the probability that a service remains operational and able to meet its SLOs, and
show how cluster-level placement decisions influence a system’s ability to sustain
required uptime and meet service targets [85, 4].

Placement models can be extended to reason about hosts that share access to
a CXL memory pool. When hosts share CXL memory, they can migrate VMs
while leaving some portion of their memory resident in the pool, which signifi-
cantly changes cost models for moving many VMs at once. These models could
assign VMs to hosts that share a CXL memory pool while accounting for capacity
limits, contention, and balancing pool usage with load distribution and availability
targets.

Placement policies could also be adapted to co-locate VMs that share datasets
residing on the same CXL memory to reduce data movement and improve ef-
ficiency. At the same time, these policies would need to manage the risks of
over-concentrating workloads within a single memory domain.

Another direction is to study multi-VM placement with energy and thermal
objectives. Energy- and thermal-aware strategies seek to reduce power consump-
tion and cooling requirements while keeping applications within their service
goals [84, 74]. With a CXL shared memory tier, placement decisions must weigh
trade-offs between consolidating workloads onto fewer active hosts to reduce
power usage, allocating each VM’s memory between local DRAM and CXL in
ways that optimize energy efficiency, and controlling the rate of VM rebalancing
across hosts to reduce avoidable energy overhead. Understanding these tradeoffs
requires models that capture how memory placement, host consolidation, and mi-
gration frequency interact to influence both power draw and thermal load. Such
models could guide policies that maximize the energy-saving potential of CXL
while preventing performance degradation in large-scale data centers.
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Conclusion

Tiered storage and memory systems combine diverse types of devices, each with
different characteristics, with the objectives of maximizing performance while
minimizing costs. As the configuration space expands and technology continues
to evolve, identifying and exploiting the most effective configurations has become
increasingly challenging. With CXL introducing a shared, byte-addressable mem-
ory tier between hosts, the tiering space grows more complex and requires novel
approaches to realize its benefits. To address this issue, we developed techniques
for evaluating tiered storage and memory systems and for efficiently identifying
promising configurations. We now propose to develop CXL-based live VM mi-
gration techniques that leverage shared memory to minimize data transfer, shorten
blackout periods, and lower overall migration overhead.

We first examined limitations in existing approaches for evaluating tiered stor-
age and memory systems, finding that they often focused on single-tier perfor-
mance and failed to analyze cost versus performance trade-offs. To address this,
we developed a general n-level cache simulator capable of modeling arbitrary
hierarchies and capturing both performance and cost, enabling analysis across
diverse metrics. We then developed a framework for efficiently exploring large
configuration spaces using miss-ratio curves, combining hash-based sampling,
curve simplification, knee detection, and our novel Z-Method to identify promis-
ing configurations more quickly. To support analysis at scale, we also developed
visual analytics and workload modeling techniques that enable systematic reason-
ing about high-dimensional design spaces and performance behavior derived from
real workloads. These results make it possible to explore the design space more
efficiently and effectively, reveal subtle trade-offs, and provide valuable insights.

We propose two methods for applying tiering to live virtual machine migration

78



CHAPTER 9. CONCLUSION

with CXL. The first is a CXL-based migration method designed to transfer each
memory page only once, thereby eliminating dirty-page tracking and retransmis-
sion. The second is a tiered-memory migration method that allocates guest mem-
ory across DRAM and shared CXL, transferring only the portion stored in DRAM
during migration. Both approaches work to decrease migration time, minimize
service disruption, and reduce overall data transfer requirements versus traditional
techniques.

Our prototype demonstrates the feasibility of live VM migration over CXL
while transparently tiering guest memory in a shared device. It uses QEMU’s na-
tive channel interface and preserves existing migration mechanisms, demonstrat-
ing compatibility with established virtualization frameworks. The design works
on currently available CXL 2.0 hardware by managing coherency in software
with simple, well-defined instructions. Access to Azure CXL servers provides
a production-grade testbed for end-to-end experiments and development, support-
ing the feasibility of our proposal.

It is our thesis that tiered storage and memory systems expose a vast config-
uration space with the potential for significant performance and cost optimiza-
tions. Fully realizing these benefits requires efficient techniques for exploring
and exploiting this space, particularly as the introduction of CXL shared memory
adds new and powerful opportunities for tiering. We plan to design and evaluate
CXL-based migration and tiered-memory migration methods that reduce migra-
tion time, blackout duration, and total data movement.
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